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**VBA Application and Function Reference**

**Option Explicit** : In VBA an Option Explicit statement should always appear in the declarations section of a module. Option Explicit prevents Visual Basic from making implicit type conversions that may involve loss of data. For your assignments you should always have the Option Explicit statement at the top in your programs.

**Option Base 1** : Used at module level to declare the default lower bound for array subscripts.

**ByRef** : Means By Reference. The memory address of the argument is passed to the Called Procedure and any change to that parameter by the Called Procedure is made to the value in the Calling Procedure. Therefore, the actual value is not passed to the Called Procedure. Since ByRef transfer the memory location, changing the variable will apply to the original variable

**ByVal**: Specifies that an argument is passed in such a way that the called procedure or property cannot change the value of a variable underlying the argument in the calling code. ByVal transfer a number like a constant.

**Long:** Identifier of a value type. Range: -9,223,372,036,854,775,808 to 9,223,372,036,854,775,807. Note: 64 bits. Big integers, but still no decimal numbers.

**VBA code with Annotation**

Option Explicit 'Requires that all variables to be declared explicitly.

Option Base 1 'The "Option Base" statement allows to specify 0 or 1 as the default first index of arrays.

**Lesson1\_Array\_Dimensions**

Arrays you create in VBA can have as many as 60 dimensions — although you rarely need more than 2 or 3 dimensions in an array. This lesson contain two functions that design to test if an array is one-dimensional or two-dimensional array : 1. IS\_1D\_ARRAY\_FUNC and 2. IS\_2D\_ARRAY\_FUNC. We assume the array we are testing is either a vector or a matrix. We will not test if the array has more than two dimensions.

**1. IS\_1D\_ARRAY\_FUNC**

This functions will check if the tested array is a one-dimensional (e.g. vector) array or not by check if the array has a upper bound in dimension one and two.

**Parameters**

**DATA\_RNG** : Array to be tested. Set of data in array.

**Variable**

**NSIZE** : The return of the highest value the subscript of a specified dimension can contain.

**DATA\_VECTOR** : Copies over the content of DATA\_RNG. This is also the array being returned by the main function.

**VBA Application and Function Reference**

**UBOUND(Array, Rank/ Dimension)** : Returns the highest available subscript for the indicated dimension of an array. eg If Array (1 to 100, 1 to 5), then UBound(Array,1)=100. This number may be different from the total number of elements in an array.

**On Error GoTo <line>** : After executing this statement , VBA resumes execution at the specified line and enables the error-handling routine. You can use any line label or line number. eg. ERROR\_LABEL . The specified line must be in the same procedure as the On Error statement. Make sure include a colon ":" after the line label so that VBA recognizes it as a label. e.g. "ERROR\_LABEL:". To end the macro when an error has occurred, place the error handling routine either immediately before the End Sub (or End Function) statement or use the Exit Sub (or Exit Function) statement.

**Process**

**Step 1- Set Up the Error Handler:**

When an error occur, VBA will resumes execution at the line label, ERROR\_LABEL:. Since it is placed immediately before the End Function, VBA will end the macro. The return will be return saved before the error occurred.

On Error GoTo ERROR\_LABEL

...

ERROR\_LABEL:

**Step 2 - Make a Copy of the Testing Array:**

We create a new variable named DATA\_VECTOR, which contains all the value of DATA\_RNG. (Technically, we could’ve saved some memory by only using DATA\_RNG if there is no other code to be performed.) If we change DATA\_VECTOR , DATA\_RNG will not change. Then, the output for the IS\_ARRAY\_FUNC is base on theDATA\_VECTOR.

Dim DATA\_VECTOR As Variant

DATA\_VECTOR = DATA\_RNG

**Step 3- Set Up Default Return:**

By default, this function will return False. Unless there is an error occurring in the testing function, Excel will respond with a message. The message will indicate that your code generated a run-time error. Eg. The testing dimension of that array does not exist. It will return error number 9. This indicate "Array is Nothing".

IS\_1D\_ARRAY\_FUNC = False

**Step 4- Test if Array has First Dimension:**

NSIZE is declared as a variable of Long type. NSIZE is set to equal to the size of DATA\_VECTOR's first dimension. Ubound will return a value if that dimension exist and continue run the function, or else it will raise an error. Error label is called and the function will return the value saved before the error which is False. If Ubound returns an integer, then the next line is executed and IS\_1D\_ARRAY\_FUNC returns true. VBA will continue on to the next line of code after until it raises an error or the stop code.

Dim NSIZE As Long

NSIZE = UBound(DATA\_VECTOR, 1)

IS\_1D\_ARRAY\_FUNC = True

**Step 5- Test if Array has Second Dimension:**

At this point, DATA\_VECTOR is known to be one dimensional. UBound(DATA\_VECTOR, 2) tests for the second dimension. The logic is similar to the last step. If DATA\_VECTOR does not have a second dimension, the error label code is executed and the function will return true. If DATA\_VECTOR has the second dimension, this indicates the array is a 2D array or 2+D array. We continue on to the next line and IS\_1D\_Array\_FUNC returns false.

NSIZE = UBound(DATA\_VECTOR, 2)

IS\_1D\_ARRAY\_FUNC = False

**Step 6- End Function:**

End the function.

Exit Function

End Function

**Returns**

True if the UBOUND(DATA\_VECTOR, 1) returns an integer AND UBOUND(DATA\_VECTOR, X => 2) raises error. This indicates the array is a one-dimensional array. False if UBOUND(DATA\_VECTOR, 1) raises error or UBOUND(DATA\_VECTOR, 2) returns an integer. This indicates the array tested is not a one-dimensional array. When an error occur, the function will stop running and the return will be the last return value saved.

**VBA Code with Annotation**

Function IS\_1D\_ARRAY\_FUNC(ByRef DATA\_RNG As Variant) 'Use ByRef

Dim NSIZE As Long

Dim DATA\_VECTOR As Variant

On Error GoTo ERROR\_LABEL 'Step 1- Error Handler. If there is an error, tell Excel not to report the error 'and look for the line label. Excel will go to the ERROR\_LABEL below and end the function.

DATA\_VECTOR = DATA\_RNG 'Step 2. Transferring DATA\_RNG to DATA\_VECTOR. The change happen to 'DATA\_VECTOR will not apply to DATA\_RNG

IS\_1D\_ARRAY\_FUNC = False 'Step 3. This Function by default will return 'false'.

NSIZE = UBound(DATA\_VECTOR, 1) 'Step 4. We assign NSIZE as the size of the first dimension

'of DATA\_VECTOR.

IS\_1D\_ARRAY\_FUNC = True 'If the first dimension exist, then function return 'true'.

NSIZE = UBound(DATA\_VECTOR, 2) 'Step 5. We are asking for the size of DATA\_VECTOR's 2nd dimension.

'If DATA\_VECTOR only has is a 1 d array, then there would will be an error. We skip to error label.

'The return for this function will remain 'true'. If the array has a second dimension or more, there will not 'be an error and the code will continue to next line.

IS\_1D\_ARRAY\_FUNC = False ' Now, the function will return 'false'.

Exit Function ' Step 6- end function.

ERROR\_LABEL:

End Function

**2. IS\_2D\_ARRAY\_FUNC**

This functions will check if the tested array is a two-dimensional (e.g. matrix) array or not by check if the array has a upper bound in dimension one and two. A few items already present in the previous function and will not be explain in detail here.

**Parameters**

**DATA\_RNG** : Array to be tested. Set of data in array.

**Variable**

**NSIZE** : The return of the highest value the subscript of a specified dimension can contain.

**DATA\_MATRIX** : Copies over the content of DATA\_RNG. This is also the array being returned by the main function.

**VBA Application and Function Reference**

**UBOUND(Array, Rank/ Dimension)** : Returns the highest available subscript for the indicated dimension of an array.

**On Error GoTo <line>** : After executing this statement , VBA resumes execution at the specified line and enables the error-handling routine. Since the error handling routine is placed immediately before the End Function statement , any error will end the macro.

**Process**

**Step 1- Set Up the Error Handler:**

When an error occur, VBA will raise error and execute ERROR\_LABEL:. Since it is placed immediately before the End Function, VBA will end the macro. The return will be the value saved before the error occurred.

On Error GoTo ERROR\_LABEL

ERROR\_LABEL:

**Step 2 - Make a Copy of the Testing Array:**

First, we create a DATA\_MATRIX variable. Then, we copy over all the values from the DATA\_RNG into DATA\_MATRIX. If we change DATA\_MATRIX, DATA\_RNG will not change. Then, the output for the IS\_2D\_ARRAY\_FUNCis base on theDATA\_MATRIX.

Dim DATA\_MATRIX As Variant

DATA\_MATRIX = DATA\_RNG

**Step 3- Set Up Default Return:**

By default, this function will return false.

IS\_2D\_ARRAY\_FUNC = False

**Step 4- Test if Array has the First and Second Dimension:**

We set NSIZE equal to the size of DATA\_VECTOR's first dimension and then its second dimension. UBOUND will return a value if the dimension exists and the function is continued. Else it will raise an error. If DATA\_VECTOR does not have a first dimension or a second dimension, error label is executed and the IS\_2D\_Array\_FUNC returns False. Else, function continues to run and value return is True.

Dim NSIZE As Long

NSIZE = UBound(DATA\_MATRIX, 1)

NSIZE = UBound(DATA\_MATRIX, 2)

IS\_2D\_ARRAY\_FUNC = True

**Step 5- End Function:**

End the function. We assume the array we are testing is either a vector or a matrix. We will not test if the array has a third dimension.

Exit Function

End Function

**Returns**

True if UBOUND(DATA\_VECTOR, 1) AND UBOUND(DATA\_VECTOR, 2) returns an integer .This indicate the array is a two-dimensional array. False if UBOUND(DATA\_VECTOR, 1) or UBOUND(DATA\_VECTOR, 2) raises an error. When an error occurs, the function will stop.

**VBA Code with Annotation**

Function IS\_2D\_ARRAY\_FUNC(ByRef DATA\_RNG As Variant)

Dim NSIZE As Long

Dim DATA\_MATRIX As Variant

On Error GoTo ERROR\_LABEL 'Step 1- Error Handler. If there is an error, tell Excel not to report the error

'and look for the line label. Excel will go to the ERROR\_LABEL below and end the function.

DATA\_MATRIX = DATA\_RNG 'Step 2. Transferring DATA\_RNG to DATA\_MATRIX.

IS\_2D\_ARRAY\_FUNC = False 'Step 3. This Function by default will return 'false'.

NSIZE = UBound(DATA\_MATRIX, 1)

NSIZE = UBound(DATA\_MATRIX, 2) 'Step 5. We are asking for the size of DATA\_MATRIX 's 1st and 2nd 'dimension. If DATA\_MATRIX is missing either of the two dimension, then there would will be an error. 'We skip to error label. The return for this function will remain 'false'. If the array has both dimension, 'then the code will continue to next line.

IS\_2D\_ARRAY\_FUNC = True ' Now, the function will return 'true'.

Exit Function ' Step 6- end function.

ERROR\_LABEL:

End Function

**Lesson2\_Array\_Transpose**

This lesson contain two functions: 1. MATRIX\_TRANSPOSE\_FUNC and 2. MATRIX\_REVERSE\_FUNC.

MATRIX\_TRANSPOSE\_FUNC transpose an array.
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MATRIX\_REVERSE\_FUNC reverse the entries vertically in an array.
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**VBA Application and Function Reference**

**UBOUND(Array, Rank/ Dimension)** : Returns the highest available subscript for the indicated dimension of an array. eg If Array (1 to 100, 1 to 5), then UBound(Array,1)=100. This number may be different from the total number of elements in an array. (Also seen in Lesson 1. )

**LBOUND (Array, Rank/ Dimension**): Returns the lowest available subscript for the indicated dimension of an array. eg If Array (1 to 100, 1 to 5), then LBound(Array,1)=1.

**On Error GoTo <line>** : After executing this statement , VBA resumes execution at the specified line and enables the error-handling routine. (Also seen in Lesson 1. )

**IF-Then-Else Statement**:  It returns a value if a specified condition evaluates to TRUE, or another value if it evaluates to FALSE. **Condition\_1** to **condition\_n** are evaluated in the order listed. Once a **condition** is found to be true, the **IF-THEN-ELSE statement** will execute the corresponding code and not evaluate the conditions any further. Result\_1 to result\_n is the code that is executed once a condition is found to be true. If no condition is met, then the Else portion of the IF-THEN-ELSE statement will be executed.

If condition\_1 Then

result\_1

Else

If condition\_n Then

result \_n

End If

**ReDim Statement**: Reallocates storage space for an array variable. You can use the ReDim statement to change the size of one or more dimensions of an array that has already been declared. If you have a large array and you no longer need some of its elements, ReDim can free up memory by reducing the array size. On the other hand, if your array needs more elements, ReDim can add them. The ReDim statement is intended only for arrays. It's not valid on scalars (variables that contain only a single value), collections, or structures. Note that if you declare a variable to be of type Array, the ReDim statement doesn't have sufficient type information to create the new array.

**For...Next Statement:** Repeats a group of statements a specified number of times.

For counter [ As datatype ] = start To end [ Step step ]

[ statements ]

[ Continue For ]

[ statements ]

[ Exit For ]

[ statements ]

Next [ counter ]

**Nesting loop:** Putting one loop within another.

**Counter variable:** Required in the For statement. Numeric variable. The control variable for the loop.

**1. MATRIX\_TRANSPOSE\_FUNC**

This functions transpose an array. We assume the array we are transposing is either a vector or a matrix which means 1D and 2D array, respectively. This function can be use to adjust the direction of the arrays when we print it in Excel. To visualize in Excel, the first dimension can be seen as the rows and second dimension are the columns. 1D arrays are printed horizontally by default unless you transpose it.

This function contains two IF-Then-Else statement because we will transpose 1D and 2D array differently. We use a nesting loop of For...Next Statement to put the content into transposed array.

**Parameters**

**DATA\_RNG** : Array to be transposed. Set of data in array.

**Variable**

**i**: Counter variable for a dimension. If the transpose array is a matrix, then i is the counter of the 2nd dimension of TEMP\_MATRIX and range from SCOLUMN to NCOLUMNS. If the transpose array is a vector , then i is the counter of the 1st dimension of TEMP\_MATRIX and range from SROW to NROWS.

**j:** Counter variable for a dimension in an 2D array. If the transpose array is a matrix, then j is the counter of the 1st dimension of TEMP\_MATRIX and range from SROW to NROWS. 1D array does not require j.

**SROW**: Returns the lowest available subscript for the first dimension of DATA\_MATRIX. It will later use to set the size of the second dimension of the transpose array.

**SCOLUMN**: Returns the lowest available subscript for the second dimension of DATA\_MATRIX. It will later use to set the size of the first dimension of the transpose 2D array.

**NROWS**: The return of the highest value the subscript for DATA\_MATRIX's first dimension can contain. It will later use to set the size of the second dimension of the transpose array.

**NCOLUMN:** The return of the highest value the subscript for DATA\_RNG's second dimension can contain. It will later use to set the size of the transpose array's first dimension if we are transposing a matrix.

**TEMP\_MATRIX**: Temporary holder for the transposed DATA\_MATRIX array.

**DATA\_MATRIX** : Copies over the content of DATA\_RNG. This is also the array being returned by the main function.

**Process**

**Step 1- Set Up the Error Handler:**

When an error is raised, execution transfer to the line label, ERROR\_LABEL:. Then MATRIX\_TRANSPOSE\_FUNC will return the error number.

On Error GoTo ERROR\_LABEL

...

ERROR\_LABEL:

MATRIX\_TRANSPOSE\_FUNC = Err.Number

**Step 2 - Make a Copy of the Transpose Array:**

First, we create a DATA\_MATRIX variable. Then, we copy over all the values from the DATA\_RNG into DATA\_MATRIX. If we change DATA\_MATRIX, DATA\_RNG will not be changed. Then, the output for the IS\_ARRAY\_FUNC is base on theDATA\_MATRIX.

Dim DATA\_MATRIX As Variant

DATA\_ MATRIX = DATA\_RNG

**Step 3.0 - First IF-Then-Else Statement. Transpose a two-dimensional array:**

IS\_2D\_ARRAY\_FUNC(DATA\_MATRIX) will return True if the transpose array is a 2-dimensional array, otherwise False. ( Detail of IS\_2D\_ARRAY\_FUNC can be find in lesson 1) If IS\_2D\_ARRAY\_FUNC(DATA\_MATRIX) = True then the following lines are executed. If IS\_2D\_ARRAY\_FUNC(DATA\_MATRIX) = False which means the condition is not met, then VBA will executed the Else portion of the IF-THEN-ELSE statement.

If IS\_2D\_ARRAY\_FUNC(DATA\_MATRIX) = True Then

...

Else

**Step 3.1 - Define the range of the 2D array:**

SROW, SCOLUMN , NROWS and NCOLUMNS are declared as a variable of Long type. SROW and SCOLUMNS are set to equal to the lowest possible subscript of DATA\_VECTOR's first and second dimension, respectively . NROWS and NCOLUMNS are set to equal to the highest possible subscript of DATA\_VECTOR's first and second dimension, respectively. In general, rows are consider as the first dimension and columns are consider as the second dimension.

Dim SROW As Long

Dim SCOLUMN As Long

Dim NROWS As Long

Dim NCOLUMNS As Long

SROW = LBound(DATA\_MATRIX, 1)

SCOLUMN = LBound(DATA\_MATRIX, 2)

NROWS = UBound(DATA\_MATRIX, 1)

NCOLUMNS = UBound(DATA\_MATRIX, 2)

**Step 3.2- Transpose Matrix dimension :**

We create a TEMP\_MATRIX variable. We use "ReDim" (re-size) here because we have already declare this array. We set up the size of the TEMP\_MATRIX using the lower and upper bound of DATA\_MATRIX , which is pass by DATA\_RNG. We swap the first and second dimension size information when we create TEMP\_MATRIX. eg. Use S/NCOLUMN to set up the size of first dimension, instead of second dimension. Therefore, we achieved transposing the shape of the matrix. In this step, we have not obtain the content from DATA\_MATRIX .

Dim TEMP\_MATRIX As Variant

ReDim TEMP\_MATRIX(SCOLUMN To NCOLUMNS, SROW To NROWS)

**Step 3.3- For...Next Statement. Input Data into After Transpose Array (TEMP\_MATRIX) :**

We create counter variable i and j variable for the two dimension of the array. Since we are input the content from DATA\_MATRIX into its transpose array, TEMP\_MATRIX. The position of i and j are swap for those two array.

Dim i As Long

Dim j As Long

For j = SCOLUMN To NCOLUMNS

For i = SROW To NROWS

TEMP\_MATRIX(j, i) = DATA\_MATRIX(i, j)

Next i

Next j

i is the counter for the second dimension in TEMP\_MATRIX but counter for the first dimension in DATA\_MATRIX. j is used vise versa.

j will run between SCOLUMN and NCOLUMNS. i will run between SROW and NROWS. The first data we will transfer is positioned at j=SCOLUMN and i=SROW. Then we assign value for that point from DATA\_MATRIX to TEMP\_MATRIX. Then we move on to next i , i will equal to SROW+1 and continue to fill the TEMP\_MATRIX. j will remain to be SCOLUMN until i increase to i=NROWS, which means we only move to the next j (j+1) when all the column in the first row are filled. Next j will direct VBA to start filling in the second row. This will keep looping until j eventually equal to NCOLUMNS which means TEMP\_MATRIX is full.

**Step 4.0- Second IF-Then-Else Statement. Transpose a one-dimensional array:**

VBA will run this part if DATA\_MATRIX is not a two dimensional array. IS\_1D\_ARRAY\_FUNC(DATA\_MATRIX) will return True if the transpose array is a 1-dimensional array and the following lines are executed, otherwise False and VBA will executed the Else portion of the IF-THEN-ELSE statement . ( Detail of IS\_1D\_ARRAY\_FUNC can be find in lesson 1) . As mentioned before this function will only transpose a 1D or 2D array. If the array is not a 1D or 2D array, then it raise an error. VBA will skip to ERROR\_LABEL.

If IS\_1D\_ARRAY\_FUNC(DATA\_MATRIX) Then

Else

GoTo ERROR\_LABEL

End If

**Step 4.1 - Define the range of the 1D array:**

Since this is a 1D array, we will only have 1 set of lower bound and upper bound. Although, 1D array is printed horizontally by default. We do not need the ",#" after DATA\_MTRIX because it is by default to return the value of the only dimension. SROW and NROWS will return the lowest and highest possible subscript of DATA\_MATRIX's first dimension, respectively.

SROW = LBound(DATA\_MATRIX)

NROWS = UBound(DATA\_MATRIX)

**Step 4.2- Transpose Matrix dimension :**

We set up the size of the TEMP\_MATRIX using the lower and upper bound of DATA\_MATRIX. As mentioned before, 1D arrays are printed horizontally unless we transpose it. This means DATA\_MATRIX has the size of( SROW TO SROW, SROW TO NROWS). We can use SROW to SROW here, because 1D array's second dimension element size equal to 1. SROW to SROW returns value of 1. Therefore, we achieved transposing the array from printed horizontally to vertically.

ReDim TEMP\_MATRIX(SROW To NROWS, SROW To SROW)

**Step 4.3- For...Next Statement. Input Data into the After Transpose Array :**

We only need to use counter variable i for the one dimension array. Since we are input the content from DATA\_MATRIX into its transpose array, TEMP\_MATRIX. For TEMP\_MATRIX i will be fix at the first dimension position .

For i = SROW To NROWS

TEMP\_MATRIX(i, SROW) = DATA\_MATRIX(i)

Next i

i will run between SROW and NROWS. The first data we will transfer is positioned at i=SROW. Then we assign value for that point from DATA\_MATRIX to TEMP\_MATRIX. Then we move on to next i , i will equal to SROW+1 and continue to fill the TEMP\_MATRIX. This will keep looping until i eventually equal to NROWS which means TEMP\_MATRIX is full.

**Step 5- Return After Transposed Array:**

Return the after transposed array of DATA\_RNG.

MATRIX\_TRANSPOSE\_FUNC = TEMP\_MATRIX

**Step 6- End Function:**

End the function.

Exit Function

End Function

**Returns**

Array of variant type, which is the after transposed array of DATA\_RNG. When an error raise, the function will stop running and the return will be the error number.

**VBA Code with Annotation**

Function MATRIX\_TRANSPOSE\_FUNC(ByRef DATA\_RNG As Variant)

Dim i As Long

Dim j As Long

Dim SROW As Long

Dim SCOLUMN As Long

Dim NROWS As Long

Dim NCOLUMNS As Long

Dim TEMP\_MATRIX As Variant 'Some point, we're going to use an array referred to as TEMP\_MATRIX

Dim DATA\_MATRIX As Variant

On Error GoTo ERROR\_LABEL 'Step 1- Error Handler. If there is an error, tell Excel not to report the error

'and look for the line label. Excel will go to the ERROR\_LABEL below and return error number.

DATA\_MATRIX = DATA\_RNG 'Step 2. Transferring DATA\_RNG to DATA\_MATRIX.

If IS\_2D\_ARRAY\_FUNC(DATA\_MATRIX) = True Then 'Step 3.0 - Check if it is a 2D array. If it is not a 2D array skip to Else. If it is a 2D array continue execution.

SROW = LBound(DATA\_MATRIX, 1) 'Step 3.1 - Find the lower and upper bounds of the dimensions.

SCOLUMN = LBound(DATA\_MATRIX, 2) 'Rows are the 1st dimension and column are the 2nd dimension.

NROWS = UBound(DATA\_MATRIX, 1)

NCOLUMNS = UBound(DATA\_MATRIX, 2)

ReDim TEMP\_MATRIX(SCOLUMN To NCOLUMNS, SROW To NROWS) 'Step 3.2- Transpose dimension

'We have to resize the temp array because we're transposing it. Swap the column and row size. eg 'ReDim TEMP\_MATRIX's 1st dimension size transpose to DATA\_MATRIX's second dimension size.

For j = SCOLUMN To NCOLUMNS 'Step 3.3- Input Data into After Transpose Array(TEMP\_MATRIX)

For i = SROW To NROWS

TEMP\_MATRIX(j, i) = DATA\_MATRIX(i, j) 'Assign value for each position from DATA\_MATRIX to TEMP\_MATRIX until all the columns and rows are done.

Next i 'Move to the next i, refer to next row in DATA\_MATRIX and next column in TEMP\_MATRIX.

Next j ' Move to the next j when i=NROWS.

Else 'If DATA\_RNG is not a 2D array.

If IS\_1D\_ARRAY\_FUNC(DATA\_MATRIX) = True Then 'Step 4.0- Check if it is a 1D array. If it is not a 1D 'array skip to Else. If it is a 1D array execution continue .

SROW = LBound(DATA\_MATRIX) 'Step 4.1 - Define the range of the 1D array

NROWS = UBound(DATA\_MATRIX)

ReDim TEMP\_MATRIX(SROW To NROWS, SROW To SROW) 'Step 4.2- Transpose Matrix dimension

For i = SROW To NROWS 'Step 4.3- For...Next Statement. Input Data into the After Transpose Array

TEMP\_MATRIX(i, SROW) = DATA\_MATRIX(i) 'Assign value for each position in TEMP\_MATRIX.

Next i

Else

GoTo ERROR\_LABEL

End If

End If

MATRIX\_TRANSPOSE\_FUNC = TEMP\_MATRIX 'Step 5- Return After Transposed Array

Exit Function 'Step 6- End Function

ERROR\_LABEL:

MATRIX\_TRANSPOSE\_FUNC = Err.Number 'When an error is raised, return Error Number.

End Function

**2. MATRIX\_REVERSE\_FUNC**

This functions reverse the entries in an array, eg. from N X M to M X N. We assume the array we are reversing is either a vector or a matrix which represent 1D and 2D array, respectively.

This function contains two IF-Then-Else statement because we will reverse 1D and 2D array differently. We use a nesting loop of For...Next Statement to input the entries.Some of the logic apply in this function are similar to MATRIX\_TRANSPOSE\_FUNC above.

**Parameters**

**DATA\_RNG** : Array to be reversed. Set of data in array.

**Variable**

**i:** Counter variable for a dimension. If the transpose array is a matrix, then i is the counter of the 2nd dimension of TEMP\_MATRIX and range from SCOLUMN to NCOLUMNS. If the transpose array is a vector , then i is the counter of the 1st dimension of TEMP\_MATRIX and range from SROW to NROWS.

**j**: Counter variable for a dimension in an 2D array. If the transpose array is a matrix, then j is the counter of the 1st dimension of TEMP\_MATRIX and range from SROW to NROWS. 1D array does not require j.

**SROW**: Returns the lowest available subscript for the first dimension of DATA\_RNG.

**SCOLUMN**: Returns the lowest available subscript for the second dimension of DATA\_RNG.

**NROWS**: The return of the highest value the subscript for DATA\_RNG's first dimension can contain.

**NCOLUMN:** The return of the highest value the subscript for DATA\_RNG's second dimension can contain.

**TEMP\_MATRIX**: Temporary holder for the transposed DATA\_MATRIX array.

**DATA\_MATRIX** : Copies over the content of DATA\_RNG. This is also the array being returned by the main function.

**Process**

**Step 1- Set Up the Error Handler:**

When an error is raised, execution transfer to the line label, ERROR\_LABEL:. Then MATRIX\_TRANSPOSE\_FUNC will return the error number.

On Error GoTo ERROR\_LABEL

...

ERROR\_LABEL:

MATRIX\_REVERSE\_FUNC = Err.Number

**Step 2 - Make a Copy of the Transpose Array:**

First, we create a DATA\_MATRIX variable. Then, we copy over all the values from the DATA\_RNG into DATA\_MATRIX. If we change DATA\_MATRIX, DATA\_RNG will not be changed. Then, the output for the MATRIX\_REVERSE\_FUNC is base on theDATA\_MATRIX.

Dim DATA\_MATRIX As Variant

DATA\_ MATRIX = DATA\_RNG

**Step 3.0 - First IF-Then-Else Statement. Transpose a two-dimensional array:**

IS\_2D\_ARRAY\_FUNC(DATA\_MATRIX) will return True if DATA\_MATRIX is a 2-dimensional array, otherwise False. ( Detail of IS\_2D\_ARRAY\_FUNC can be find in lesson 1) If IS\_2D\_ARRAY\_FUNC(DATA\_MATRIX) = True then the following lines are executed. If IS\_2D\_ARRAY\_FUNC(DATA\_MATRIX) = False which means the condition is not met, then VBA will executed the Else portion of the IF-THEN-ELSE statement.

If IS\_2D\_ARRAY\_FUNC(DATA\_MATRIX) = True Then

...

Else

**Step 3.1 - Define the range of the 2D array:**

SROW, SCOLUMN , NROWS and NCOLUMNS are declared as a variable of Long type. SROW and SCOLUMNS are set to equal to the lowest possible subscript of DATA\_MATRIX's first and second dimension, respectively . NROWS and NCOLUMNS are set to equal to the highest possible subscript of DATA\_MATRIX's first and second dimension, respectively. In general, rows are consider as the first dimension and columns are consider as the second dimension.

Dim SROW As Long

Dim SCOLUMN As Long

Dim NROWS As Long

Dim NCOLUMNS As Long

NCOLUMNS = UBound(DATA\_MATRIX, 2)

NROWS = UBound(DATA\_MATRIX, 1)

SCOLUMN = LBound(DATA\_MATRIX, 2)

SROW = LBound(DATA\_MATRIX, 1)

**Step 3.2- Copy Matrix Dimension**

We create a TEMP\_MATRIX variable. We use "ReDim" (re-size) here because we have already declare this array. We set up the size of the TEMP\_MATRIX using the same lower and upper bound of DATA\_MATRIX , which is pass by DATA\_RNG. We only want to reverse the entries in DATA\_MATRIX without, therefore TEMP\_MATRIX need to have the same structure as DATA\_MATRIX. In this step, we have not obtain the content from DATA\_MATRIX .

Dim TEMP\_MATRIX As Variant

ReDim TEMP\_MATRIX(SROW To NROWS, SCOLUMN To NCOLUMNS)

**Step 3.3- For...Next Statement. Input Data Reversely into TEMP\_MATRIX**

We create counter variable i and j variable for the array's two dimension. The position of i and j remain the same for those two array. i is the counter for the first dimension and j is the counter for the second dimension. j will run between SCOLUMN and NCOLUMNS. i will run between SROW and NROWS.

Dim i As Long

Dim j As Long

For j = SCOLUMN To NCOLUMNS

For i = SROW To NROWS

TEMP\_MATRIX(NROWS + SROW - i, j) = DATA\_MATRIX(i, j)

Next i

Next j

Since we are input the entries from DATA\_MATRIX into TEMP\_MATRIX in the vertically reverse order, the entry of the first dimension is flipped for those two array. The entry at (i,j) in DATA\_MATRIX , will be enter at (NROWS + SROW - i, j) in TEMP\_MATRIX. NROWS+SROW -i give you the relative position of the entry if you count i entry from bottom up.

Since the first i=SROW, the first entry in TEMP\_MATRIX is entered at (NROWS, j). After assigning each value, we will move on to the Next i. Next i equal to SROW+1 , and it will continuously loop back to fill the TEMP\_MATRIX . j will remain to be SCOLUMN until i equal to NROWS, which means all the rows in the first column are filled. Next j will direct VBA to start filling in the second column. This will keep looping until j eventually equal to NCOLUMNS which means TEMP\_MATRIX is full.

**Step 4.0- Second IF-Then-Else Statement. Transpose a one-dimensional array**

VBA will run this part if the array is not a two dimensional array. IS\_1D\_ARRAY\_FUNC(DATA\_MATRIX) will return True if the transpose array is a 1-dimensional array and the following lines are executed, otherwise False and VBA will executed the Else portion of the IF-THEN-ELSE statement . ( Detail of IS\_1D\_ARRAY\_FUNC can be find in lesson 1) . As mentioned before this function will only apply to a 1D or 2D array. If the array is not a 1D or 2D array, then it raise an error. VBA will skip to ERROR\_LABEL.

If IS\_1D\_ARRAY\_FUNC(DATA\_MATRIX) Then

Else

GoTo ERROR\_LABEL

End If

**Step 4.1 - Define the range of the 1D array**

SROW and NROWS will return the lowest and highest possible subscript of DATA\_MATRIX's first dimension, respectively.

SROW = LBound(DATA\_MATRIX, 1)

NROWS = UBound(DATA\_MATRIX, 1 )

**Step 4.2- Transpose Array into a Vertical Array**

We set up the size of the TEMP\_MATRIX using the lower and upper bound of DATA\_MATRIX. As mentioned before, 1D arrays are printed horizontally unless we transpose it. Therefore, we need to transpose the array into a vertical array. This means DATA\_MATRIX has the size of( SROW TO SROW, SROW TO NROWS). We can use SROW to SROW here, because 1D array's second dimension has element size equal to 1. SROW to SROW returns value of 1. In this step, we have not obtain the content from DATA\_MATRIX .

ReDim TEMP\_MATRIX(SROW To NROWS, SROW To SROW)

**Step 4.3- For...Next Statement. Input Data Reversely into the Vertical Array**

This has the same logic as Step 3.3. However, we do not need to use j as a counter variable. This is because of the array is a 1D array. After transposing vertically, this array will only have one column .i will run between SROW and NROWS. We will more to Next i after we enter the entry from DATA\_MATRIX to TEMP\_MATRIX. This will keep looping until i eventually equal to NROWS which means TEMP\_MATRIX is full.

For j = SCOLUMN To NCOLUMNS

For i = SROW To NROWS

TEMP\_MATRIX(NROWS + SROW - i, SROW) = DATA\_MATRIX(i)

Next i

Next j

**Step 5- Return Reverse Entries Array**

Return the array with reverse entries of DATA\_RNG.

MATRIX\_TRANSPOSE\_FUNC = TEMP\_MATRIX

**Step 6- End Function**

End the function.

Exit Function

End Function

**Returns**

Array of variant type, which has the reverse entries of DATA\_RNG. When an error raise, the function will stop running and the return will be the error number.

**VBA Code with Annotation**

Function MATRIX\_REVERSE\_FUNC(ByRef DATA\_RNG As Variant) ' dont have something to test reverse?

Dim i As Long

Dim j As Long

Dim SROW As Long

Dim SCOLUMN As Long

Dim NROWS As Long

Dim NCOLUMNS As Long

Dim TEMP\_MATRIX As Variant 'Some point, we're going to use an array referred to as TEMP\_MATRIX

Dim DATA\_MATRIX As Variant

On Error GoTo ERROR\_LABEL 'Step 1- Error Handler. If there is an error, tell Excel not to report the error

'and look for the line label. Excel will go to the ERROR\_LABEL below and return error number.

DATA\_MATRIX = DATA\_RNG 'Step 2. Transferring DATA\_RNG to DATA\_MATRIX.

If IS\_2D\_ARRAY\_FUNC(DATA\_MATRIX) = True Then 'Step 3.0 - Check if it is a two-dimensional array

'If it is not a 2D array skip to Else. If it is a 2D array continue execution.

NCOLUMNS = UBound(DATA\_MATRIX, 2) 'Step 3.1 - Find the lower and upper bounds.

NROWS = UBound(DATA\_MATRIX, 1) 'Rows are in the first dimension and column in the second

SCOLUMN = LBound(DATA\_MATRIX, 2)

SROW = LBound(DATA\_MATRIX, 1)

ReDim TEMP\_MATRIX(SROW To NROWS, SCOLUMN To NCOLUMNS) 'Step 3.2- Copy Matrix Dimension

'We only want to reverse the entries in DATA\_MATRIX. TEMP\_MATRIX has the same dimension size.

For j = SCOLUMN To NCOLUMNS 'Step 3.3- Input Data into After Transpose Array(TEMP\_MATRIX)

For i = SROW To NROWS

TEMP\_MATRIX(NROWS + SROW - i, j) = DATA\_MATRIX(i, j) 'Enter each DATA\_MATRIX's entry into TEMP\_MATRIX at corresponding position until all the columns and rows are done

Next i 'Next i=i+1,nex t row. Moving vertically.

Next j ' Move to the next j ( column )when i=NROWS.

Else 'If DATA\_MATRIX is not a 2D array.

If IS\_1D\_ARRAY\_FUNC(DATA\_MATRIX) Then 'Step 4.0- Check if it is a 1D array. If it is not a 1D

'array skip to Else. If it is a 1D array execution continue .

SROW = LBound(DATA\_MATRIX, 1) 'Step 4.1 - Define the range of the 1D array

NROWS = UBound(DATA\_MATRIX, 1)

ReDim TEMP\_MATRIX(SROW To NROWS, SROW To SROW) 'Step 4.2- Transpose into a Vertical Array

For j = SCOLUMN To NCOLUMNS

For i = SROW To NROWS 'Step 4.3- For...Next Statement. Input Data Reversely TEMP\_MATRIX(NROWS + SROW - i, SROW) = DATA\_MATRIX(i) 'Assign value for each position in TEMP\_MATRIX.

Next i

Next j

Else

GoTo ERROR\_LABEL

End If

End If

MATRIX\_REVERSE\_FUNC = TEMP\_MATRIX 'Step 5- Return Reverse Entries Array

Exit Function ' Step 6- end function.

ERROR\_LABEL: 'When an error is raised, return Error Number.

MATRIX\_REVERSE\_FUNC = Err.Number

End Function

**Lesson3\_Array\_Redim**

ReDim means change the size of one or more dimensions of an array that has already been declared. In this lesson we look at a function to resize arrays as well as checking their size. This lesson contain three functions: 1. ARRAY\_DIMENSION\_FUNC, 2. MATRIX\_REDIM\_FUNC and 3. MATRIX\_RESIZE\_FUNC

Resizing arrays is difficult because you have some decisions to make:

1. Do you want to keep the existing values of the array?

2. Do you want to resize columns, rows, or both?

3. Do you want to increase or decrease the size of the array?

**1. ARRAY\_DIMENSION\_FUNC**

This function returns the number of dimensions of an array. An unallocated dynamic array has 0 dimensions. This function contains a Do...Loop Until Loop.

**VBA Application and Function Reference**

**Do...Loop Until Loop**: The loop continues until a specified condition is met. The condition is tested at the end of the loop. Therefore, at a minimum, the Do-Loop Until loop always results in the body of the loop being executed once.

**On Error Resume Next:** After executing this statement, VBA simply ignores all errors and resumes execution with the next statement.

**Parameters**

**DATA\_RNG** : Array to be tested. Set of data in array.

**Variable**

**i**: Counter variable for the number represent the dimensions in an array.

**j:** The return of the highest value the subscript of a specified dimension can contain.

**DATA\_VECTOR** : Copies over the content of DATA\_RNG. This is also the array being returned by the main function.

**Process**

**Step 1- Set Up the Error Handler:**

When an error is raised, VBA ignores it and resumes execution with the next statement.

On Error Resume Next

**Step 2 - Make a Copy of the Testing Array:**

First, we create a DATA\_VECTOR variable. Then, we copy over all the values from the DATA\_RNG into DATA\_VECTOR. If we change DATA\_VECTOR, DATA\_RNG will not be changed. Then, the output for the ARRAY\_DIMENSION\_FUNC is base on theDATA\_VECTOR.

Dim DATA\_VECTOR As Variant

DATA\_VECTOR = DATA\_RNG

**Step 3- Step up starting point for i:**

i is declared as a variable of Long type. It is the counter variable for the number represent the different dimensions in an array. We declare i equal to 0, which means the array does not have the first dimension.

Dim i As Long

i = 0

**Step 4- Do...Loop Until Loop. Find the Number of Dimensions in DATA\_VECTOR:**

j is declared as a variable of Long type. It is set to equal to the size of DATA\_VECTOR's "i"th dimension. Ubound will return a value if that dimension exist and continue the loop, or else it will raise an error. If Ubound returns a value, then we will test the next i. This Loop will stop when an error is raised. i was declared to be 0. The first i we run in the loop is equal to 1, since i=i+1=0+1.

Dim j As Long

Do

i = i + 1

j = UBound(DATA\_VECTOR, i)

Loop Until Err.Number <> 0

This step keep on looping and increasing the dimension index i, until an error occurs. An error will occur when i exceeds the number of dimension in the array. Return i - 1.

**Step 5 - Return the Number of Dimension DATA\_VECTOR has :**

The reason we do "i-1" is because the loop stops at "i" which is 1 more number than number of array's dimension exist. The Loop stops when the "i"th dimension of that array does not exist. Therefore, the last dimension the array has is the "i-1" th dimension. For example. For a 2D array, the loop will continue when i=2. When i=3, it will raise an error which will stop the loop and end the function. Since the testing condition is at the end , i is equal to 3 when the loop stopped. The number of the dimension this array has is actually i-1=3-1=2.

ARRAY\_DIMENSION\_FUNC = i - 1

**Step 6- End Function:**

End the function.

End Function

**Returns**

Value of Long type, which is the number of dimension the array has.

**VBA Code with Annotation**

Function ARRAY\_DIMENSION\_FUNC(ByRef DATA\_RNG As Variant)

Dim i As Long

Dim j As Long

Dim DATA\_VECTOR As Variant

On Error Resume Next 'Step 1- Error Handler

DATA\_VECTOR = DATA\_RNG 'Step 2 - Make a Copy of the Testing Array

i = 0 'Step 3- Step up starting point for i

Do 'Step 4- Do...Loop Until Loop. Find the Number of Dimensions in DATA\_VECTOR

i = i + 1 ' i is the counter use to check the number of dimension

j = UBound(DATA\_VECTOR, i) 'Ubound check if the "i"th dimension exist

' Loop, increasing the dimension index i, until an error occurs.

' An error will occur when i exceeds the number of dimension

' in the array. Return i - 1.

Loop Until Err.Number <> 0 ' Loop stop condition. The Loop will stop when a error is raised.

' Error raise when the "i"th dimension does not exist

ARRAY\_DIMENSION\_FUNC = i - 1 'Step 5 - Return the Number of Dimension DATA\_VECTOR has

'i-1 because the loop stops at "i" which is 1 more number than number of array's dimension exist.

End Function ' Step 6- end function.

**2. MATRIX\_REDIM\_FUNC**

ReDim means changing the size of a variable and not the variable type. It is only for adjusting arrays. MATRIX\_REDIM\_FUNC will extend the length or a two-dimensional array and preserving its value.

MATRIX\_REDIM\_FUNC contains a set of Select Case to determine which dimension to extend. It contains a nesting loop of For...Next Statement to enter the entries from the original array.

**VBA Application and Function Reference**

**Optional Parameters:** You can specify that a procedure parameter is optional and no argument has to be supplied for it when the procedure is called. Optional parameters are indicated by the Optional keyword in the procedure definition. The following rules apply: 1. Every optional parameter in the procedure definition must specify a default value. 2. The default value for an optional parameter must be a constant expression. 3. Every parameter following an optional parameter in the procedure definition must also be optional.

**Select Case Structure** : Does any of several things , depending on something's value. The Select Case structure is useful for decisions involving three or more options (although it also works with two options, providing an alternative to the If-Then-Else structure).

Select Case test expression

[Case expression list-n

[statements-n]] . . .

[Case Else

[else statements]]

End Select

**On Error GoTo <line>** : After executing this statement , VBA resumes execution at the specified line and enables the error-handling routine. (Also seen in Lesson 1.)

**Parameters**

**DATA\_RNG** : Array to be extended. Set of data in array.

**k**: Represent the number of rows or columns we are extending. If you do not assign a value to k, k is set to equal to 1 by default.

**VERSION**: Signal which dimension we are resizing. When VERSION=0, the resizing apply to rows (first dimension). When VERSION≠0, the resizing apply to columns (second dimension).If you do not assign a value to VERSION, VERSION is set to 0 by default.

**Variable**

**i**: Counter variable for rows.

**j:** Counter variable for columns.

**NSIZE**: The size of the array's ReDim dimension.

**SROW**: Returns the lowest available subscript for the first dimension of array.

**SCOLUMN**: Returns the lowest available subscript for the second dimension of array.

**NROWS**: The return of the highest value the subscript for array's first dimension can contain.

**NCOLUMNS:** The return of the highest value the subscript for array's second dimension can contain.

**DATA1\_MATRIX** : Copy of DATA\_RNG. This is also the array being returned by the main function.

**DATA2\_MATRIX**: Copy of DATA1\_MATRIX use to preserve the entries from the original array.

**Process**

**Step 1- Set Up the Error Handler:**

When an error is raised, execution transfer to the line label, ERROR\_LABEL:. Then MATRIX\_REDIM\_FUNC will return the error number.

On Error GoTo ERROR\_LABEL

...

ERROR\_LABEL:

MATRIX\_REDIM\_FUNC = Err.Number

**Step 2 - Make Copies of the Original Array:**

First, we create a DATA1\_MATRIX and DATA2\_MATRIX variable. Then, we copy over all the values from the DATA\_RNG into DATA1\_MATRIX. We make another copy of the array in DATA2\_MATRIX. The reason we make two copies, is because we may lose some entries when we resize the array. It is safer if we keep two copy of the original array, one for resizing the structure and one for keeping the entries. At this point, DATA1\_MATRIX and DATA2\_MATRIX are the exact copies of DATA\_RNG.

Dim DATA1\_MATRIX As Variant

Dim DATA2\_MATRIX As Variant

DATA1\_MATRIX = DATA\_RNG

DATA2\_MATRIX = DATA1\_MATRIX

**Step 3 -Define the range of the 2D array:**

SROW, SCOLUMN , NROWS and NCOLUMNS are declared as a variable of Long type. SROW and SCOLUMNS are set to equal to the lowest possible subscript of DATA2\_MATRIX's first and second dimension, respectively . NROWS and NCOLUMNS are set to equal to the highest possible subscript of DATA2\_MATRIX's first and second dimension, respectively. In general, rows are consider as the first dimension and columns are consider as the second dimension.

Dim SROW As Long

Dim SCOLUMN As Long

Dim NROWS As Long

Dim NCOLUMNS As Long

SROW = LBound(DATA2\_MATRIX, 1)

NROWS = UBound(DATA2\_MATRIX, 1)

SCOLUMN = LBound(DATA2\_MATRIX, 2)

NCOLUMNS = UBound(DATA2\_MATRIX, 2)

**Step 4.0- Set Up Select Case Structure:**

The Version variable is being evaluated. The routine is checking for 2 different cases (0 or not 0). Any number of statements can follow each Case statement, and they all are executed if the case is true.

Select Case VERSION

**Step 4.1.0 - Case 0 ReDim Preserve Rows :**

Case 0 will be executed when VERSION=0.

Case 0

**Step 4.1.1 - Define ReDimed Row Amount :**

NSIZE is declared as a variable of Long type. NSIZE is set to equal to the size of DATA1\_MATRIX after ReDim. Since NROWS is the maximum number of rows in DATA2\_MATRIX and k is the number of rows we are adjusting, the array's row size after ReDim is equal to adjusting the original array by k rows. Therefore, we have NSIZE = NROWS + k to represent the adjustment.

Dim NSIZE As Long

NSIZE = NROWS + k

**Step 4.1.2 - Redim Array Size After Extension :**

Since we are only extending the first dimension of the array, the lower bound of the first dimension and the second dimension will not be affected. DATA1\_MATRIX's first dimension is range from SROW to NSIZE and the second dimension remains the same as the original array.

Dim DATA1\_MATRIX As Variant

ReDim DATA1\_MATRIX(SROW To NSIZE, SCOLUMN To NCOLUMNS)

**Step 4.1.3 - For...Next Statement . Input Entries in to After Redim Array :**

We create counter variable i and j variable for the first and second dimension, respectively. We copy and input the entries from DATA2\_MATRIX into the after ReDim array, DATA1\_MATRIX.

Dim i As Long

Dim j As Long

For i = SROW To NROWS

For j = SCOLUMN To NCOLUMNS

DATA1\_MATRIX(i, j) = DATA2\_MATRIX(i, j)

Next j

Next i

SROW and NROWS are the limits for i. SCOLUMN and NCOLUMNS are the limits for j. The first entry we will transfer is positioned at (SROW, SCOLUMN). Then we assign value for that position from DATA2\_MATRIX to DATA1\_MATRIX. Then we move on to next j and j will equal to SCOLUMN+1. Until the next i, VBA will continue fill DATA1\_MATRIX and increase j by 1. i remain to be SROW until j=NCOLUMNS, which means all the columns in the first row are inputted. Next i will direct VBA to start filling in the second row. This will keep looping until i eventually equal to NROWS which means we have finish input all the entries from DATA2\_MATRIX.

**Step 4.2.0 - Case Else ReDim Preserve Column :**

Case Else will be executed when VERSION≠0.

Case Else

**Step 4.2.1 - Define ReDimed Column Amount :**

NSIZE is declared as a variable of Long type. NSIZE is set to equal to the size of DATA1\_MATRIX 's second dimension after ReDim. Since NROWS is the maximum number of columns in DATA2\_MATRIX and k is the number of columns we are adjusting, the array's column size after ReDim is equal to adjusting the original array by k columns. Therefore, we have NSIZE = NCOLUMNS + k to represent the adjustment.

NSIZE = NCOLUMNS + k

**Step 4.2.2 - Redim Extension Array Size :**

Since we are only extending the second dimension of the array, the lower bound of the second dimension and the first dimension will not be affected. DATA1\_MATRIX's second dimension is range from SCOLUMN To NSIZE and the first dimension remains the same as the original array.

ReDim DATA1\_MATRIX(SROW To NROWS, SCOLUMN To NSIZE)

**Step 4.2.3 - For...Next Statement . Input Entries into ReDim Array :**

We create counter variable i and j variable for the first and second dimension, respectively. We copy and input the entries from DATA2\_MATRIX into the after ReDim array, DATA1\_MATRIX.

For i = SROW To NROWS

For j = SCOLUMN To NCOLUMNS

DATA1\_MATRIX(i, j) = DATA2\_MATRIX(i, j)

Next j

Next i

SROW and NROWS are the limits for i. SCOLUMN and NCOLUMNS are the limits for j. The first entry we will transfer is positioned at (SROW, SCOLUMN). Then we assign value for that position from DATA2\_MATRIX to DATA1\_MATRIX. Then we move on to next j and j will equal to SCOLUMN+1. Until the next i, VBA will continue fill DATA1\_MATRIX and increase j by 1. i remain to be SROW until j=NCOLUMNS, which means all the columns in the first row are inputted. Next i will direct VBA to start filling in the second row. This will keep looping until i eventually equal to NROWS which means we have finish input all the entries from DATA2\_MATRIX.

**Step 5- Return ReDim Array:**

Return the ReDim array of DATA\_RNG.

MATRIX\_REDIM\_FUNC = DATA1\_MATRIX

**Step 6- End Function:**

End the function.

End Function

**Returns**

Array of variant type, which is the extended array of DATA\_RNG.

**VBA Code with Annotation**

Function MATRIX\_REDIM\_FUNC(ByRef DATA\_RNG As Variant, \_

Optional ByVal k As Long = 1, \_

Optional ByVal VERSION As Integer = 0) 'Optional: When u call the function, you don't need to put a 'number for the parameter.

'k is the amount to extend. By default k =1

'VERSION indicate whether we are extend the rows (VERSION =0) or columns (VERSION=1)

Dim i As Long 'Counter variables

Dim j As Long

Dim NSIZE As Long 'The ReDim size of the array's extending dimension.

Dim SROW As Long

Dim SCOLUMN As Long

Dim NROWS As Long

Dim NCOLUMNS As Long

Dim DATA1\_MATRIX As Variant

Dim DATA2\_MATRIX As Variant

On Error GoTo ERROR\_LABEL 'Step 1- Error Handler. If there is an error, tell Excel not to report the error

'and look for the line label. Excel will go to the ERROR\_LABEL below and return error number.

'Step 2. Make 2 copies of the original array to preserve its value.

DATA1\_MATRIX = DATA\_RNG 'Copy to resize.

DATA2\_MATRIX = DATA1\_MATRIX 'Copy to preserve value

'Step 3 -Define the range of the 2D array:

SROW = LBound(DATA2\_MATRIX, 1) 'Find the lower bound integer for rows

NROWS = UBound(DATA2\_MATRIX, 1) 'Find the upper bound integer for rows

SCOLUMN = LBound(DATA2\_MATRIX, 2) 'Find the lower bound number for columns

NCOLUMNS = UBound(DATA2\_MATRIX, 2) 'Find the upper bound number for columns

'-------------------------------------------------------------------------------

Select Case VERSION ' Step 4.0- Set Up Select Case Structure

'-------------------------------------------------------------------------------

Case 0 'Step 4.1.0 - Case 0 ReDim Preserve Rows

'-------------------------------------------------------------------------------

NSIZE = NROWS + k 'Step 4.1.1 - Define ReDim Row Amount. Change the upper bound limit for rows

ReDim DATA1\_MATRIX(SROW To NSIZE, SCOLUMN To NCOLUMNS) 'Step 4.1.2 - ReDim Array Size After 'Extension. Only change the row size.

'Step 4.1.3 - For...Next Statement . Input Entries in to After ReDim Array

For i = SROW To NROWS 'Set range for i

For j = SCOLUMN To NCOLUMNS 'Set range for j

DATA1\_MATRIX(i, j) = DATA2\_MATRIX(i, j) 'Transfer the original array entries into to ReDim matrix.

Next j

Next i

**VBA Code with Annotation Continue**

'-------------------------------------------------------------------------------

Case Else ' Step 4.2.0 - Case Else ReDim Preserve Column

'-------------------------------------------------------------------------------

NSIZE = NCOLUMNS + k 'Step 4.2.1 - Define ReDimed Column Amount

ReDim DATA1\_MATRIX(SROW To NROWS, SCOLUMN To NSIZE) 'Step 4.2.2 ReDim Extension Array Size

For i = SROW To NROWS 'Step 4.2.3 For...Next Statement . Input Entries into ReDim Array

For j = SCOLUMN To NCOLUMNS

DATA1\_MATRIX(i, j) = DATA2\_MATRIX(i, j)

Next j

Next i

'-------------------------------------------------------------------------------

End Select

'-------------------------------------------------------------------------------

MATRIX\_REDIM\_FUNC = DATA1\_MATRIX 'Step 5- Return ReDim Array

Exit Function 'Step 6- End Function

ERROR\_LABEL:

MATRIX\_REDIM\_FUNC = Err.Number 'When an error is raised, return Error Number.

End Function

**3. MATRIX\_RESIZE\_FUNC**

MATRIX\_RESIZE\_FUNC will resize an array preserving or cutting its content. You can resize both rows and columns, either up or down. If you remove rows or columns, any data in the removed rows or columns is lost This function contains a nesting IF-Then-Else statement to check if it is 1D or 2D array.

**VBA Application and Function Reference**

**Optional Parameters:** You can specify that a procedure parameter is optional and no argument has to be supplied for it when the procedure is called. (Also seen in MATRIX\_REDIM\_FUNC.)

**On Error GoTo <line>** : After executing this statement , VBA resumes execution at the specified line and enables the error-handling routine. (Also seen in Lesson 1.)

**IsMissing Function:** Returns a Boolean value indicating whether an optional Variant argument has been passed to a procedure. Return True if the optional Variant arguments is not provided. Using the missing argument in other code may raise an error. Return False if the optional Variant is provided.

**Parameters**

**DATA\_RNG** : Array to be resized. Set of data in array.

**AROW**: Represent the total number of rows we want to have.

**ACOLUMN**: Represent the total number of columns we want to have. ACOLUMN is optional meaning you do not have to supply a value.

**Variable**

**i**: Counter variable for rows.

**j:** Counter variable for columns.

**ii**: Maximum number of row values to be taken from the original array.

**jj:** Maximum number of column values to be taken from the original array.

**SROW**: Returns the lowest available subscript for the first dimension of array.

**SCOLUMN**: Returns the lowest available subscript for the second dimension of array.

**NROWS**: The return of the highest value the subscript for array's first dimension can contain.

**NCOLUMN:** The return of the highest value the subscript for array's second dimension can contain.

**TEMP\_MATRIX** : Copy of DATA\_RNG. This is also the array being returned by the main function.

**DATA\_MATRIX**: Copy of DATA1\_MATRIX use to preserve the entries from the original array.

**Process**

**Step 1- Set Up the Error Handler:**

When an error is raised, execution transfer to the line label, ERROR\_LABEL:. Then MATRIX\_RESIZE\_FUNC will return the error number.

On Error GoTo ERROR\_LABEL

...

ERROR\_LABEL:

MATRIX\_RESIZE\_FUNC = Err.Number

**Step 2 - Make a Copy of the Original Array:**

First, we create a DATA\_MATRIX variable. Then, we copy over all the values from the DATA\_RNG into DATA\_MATRIX.

Dim DATA\_MATRIX As Variant

DATA\_MATRIX = DATA\_RNG

**Step 3.0 - First IF-Then-Else Statement. Resize Rows:**

IsMissing(ACOLUMN) is True if the optional Variant argument , ACOLUMN is not provide. Then execute the following lines. This also means we do not need to resize the columns. If IsMissing(ACOLUMN) is False, then VBA will executed the Else portion of the IF-THEN-ELSE statement.

If IsMissing(ACOLUMN) = True Then

...

Else

**Step 3.1 - Define the Row Size of Original Array:**

SROW and NROWS are declared as variables of Long type. SROW and NROWS are the lower and upper bound of DATA\_MATRIX's first dimension, respectively .

SROW = LBound(DATA\_MATRIX, 1)

NROWS = UBound(DATA\_MATRIX, 1)

**Step 3.2- Nest IF-Then-Else Statement. Transpose 1D Array:**

First we need to test if the orignal array is vector. NROWS-SROW+1 equal to 1 means NROWS has the same value as SROW. This means the orignal array only has 1 row and it is a vector. This is because 1D array is printed horzontally by default. We assume the user want to change the array size in the same direction as the data entries. Therefore, we need to transpose the array so it will print vertically before we change its size. (MATRIX\_TRANSPOSE\_FUNC can be finde in lesson 2) If NROWS - SROW + 1≠1, then VBA will not transpose the array.

If (NROWS - SROW + 1) = 1 Then

DATA\_MATRIX = MATRIX\_TRANSPOSE\_FUNC(DATA\_MATRIX )

End If

**Step 3.3 - Make a New Copy of the Array to Preserve Data Entries :**

First, we create a TEMP\_MATRIX variable. Then, we copy over all the content from DATA\_MATRIX to TEMP\_MATRIX.

Dim TEMP\_MATRIX As Variant

TEMP\_MATRIX = DATA\_MATRIX

TEMP\_MATRIX is use to preserve the entries from DATA\_MATRIX.

**Step 3.4- Resizing Array :**

Since the user did not input a value for ACOLUMN, we assume he or she does not want to keep a second dimension. Hence, only the data entries in the first column will remain.We resize the first dimension to SROW and AROW. AROW is the total number of rows the user want to have. The second dimension of this array will be erased.

ReDim DATA\_MATRIX(SROW To AROW)

**Step 3.5.0 - Nest IF-Then-Else Statement. Define Data Range for Reduced Size Array:**

ii is declared as a variable of Long type. ii will be used as the maximum number of row values to be taken from the original array. NROWS-SROW+1 gives us the size of the original array's first dimension. AROW is smaller than NROWS-SROW+1 when the user want to reduce the size of the original array. Therefore , VBA will obtain maximum AROW number of row values from the original array.

Dim ii As Long

If AROW < (NROWS - SROW + 1)

ii = AROW

Else

**Step 3.5.1 - Nest IF-Then-Else Statement. Define Data Range for Non- Reduced Size Array :**

VBA excute this portion of the code if the user want to extend the orignal array. The maximum number of row values VBA can obtain will be equal to the total row values the original array has.

ii = (NROWS - SROW + 1)

End If

**Step 3.6.0 - Nest IF-Then-Else Statement. Input Entries for 1D Array:**

IS\_1D\_ARRAY\_FUNC(TEMP\_MATRIX) will return True if TEMP\_MATRIX is a one-dimensional array, otherwise False. ( Detail of IS\_1D\_ARRAY\_FUNC can be find in lesson 1) If IS\_1D\_ARRAY\_FUNC(DATA\_MATRIX) = True then the following lines are executed.

If IS\_1D\_ARRAY\_FUNC(TEMP\_MATRIX) = True Then

For i = SROW To ii

DATA\_MATRIX(i) = TEMP\_MATRIX(i ) Next i

We create counter variable i for the first dimension. SROW and ii are the limits for i. Since it is a 1D array, the first entry we will transfer is positioned at (SROW). We copy and input the entries from TEMP\_MATRIX into DATA\_MATRIX. VBA will then move to Next i and input the next value. It will continue the loop until i equal to ii which is the maximum number of row values the user want to obtain from the orignal array.

**Step 3.6.1 - Nest IF-Then-Else Statement. Input Entries for 2D Array:**

IS\_2D\_ARRAY\_FUNC(TEMP\_MATRIX) will return True if TEMP\_MATRIX is a two-dimensional array, otherwise False. ( Detail of IS\_2D\_ARRAY\_FUNC can be find in lesson 1) If IS\_2D\_ARRAY\_FUNC(DATA\_MATRIX) = True then the following lines are executed.

ElseIf IS\_2D\_ARRAY\_FUNC(TEMP\_MATRIX) = True Then

For i = SROW To ii

DATA\_MATRIX(i) = TEMP\_MATRIX(i, 1)

Next i

Else

The logic is similar to Step 3.6.0**-** Nest IF-Then-Else Statement. Input Entries for 1D Array. i is the counter variable runs between SROW and ii. We use TEMP\_MATRIX (i,1) to ensure we are only transfer entries of the first dimension from the original array. VBA will continue looping the code until it obtain the maximum number of row values from the orignal array.

Although Step 3.6.1 is similar to Step 3.6.0, we still need to treat 1D and 2D arrays separately because the output is different. 1D array will return a 1D array as the output and others will returns a 2D array.

**Step 3.6.2 - Raise Error for Non-1D or 2D Array:**

An error will raise if TEMP\_MATRIX is not a 1D or 2D array.

Else

GoTo ERROR\_LABEL

End If

**Step 4.0 - Resize both Rows and Columns:**

This is the Else portion of the IF-THEN-ELSE statement. When ACOLUMN is provided , IsMissing(ACOLUMN) returns False . In that situation , VBA will execute the following lines. This means we will resize both the rows and the columns. Several steps in this portion is simliar to the parts in Step

...

Else

**Step 4.1 - Define the Original Array Size:**

SROW, SCOLUMN , NROWS and NCOLUMNS are declared as a variable of Long type. SROW and SCOLUMNS are set to equal to the lowest possible subscript of DATA\_MATRIX's first and second dimension, respectively . NROWS and NCOLUMNS are set to equal to the highest possible subscript of DATA\_MATRIX's first and second dimension, respectively.

SROW = LBound(DATA\_MATRIX, 1)

SCOLUMN = LBound(DATA\_MATRIX, 2)

NROWS = UBound(DATA\_MATRIX, 1)

NCOLUMNS = UBound(DATA\_MATRIX, 2)

**'Step 4.2 Make a Separate Copy of the Array to Preserve Data Entries:**

We copy over all the content from DATA\_MATRIX to TEMP\_MATRIX. TEMP\_MATRIX is use to preserve the entries from DATA\_MATRIX.

TEMP\_MATRIX = DATA\_MATRIX

**Step 4.3- Resizing the Array to New Dimension Limit:**

We resize the array dimension to the number of rows and columns the user want. First dimension is range from SROW to AROW, and the second dimension range from SCOLUMN to ACOLUMN. AROW is the total number of rows the user want to have. ACOLUMN is the total number of columns the user want to have.

ReDim DATA\_MATRIX(SROW To AROW, SCOLUMN To ACOLUMN)

**Step 4.4.0 - Nest IF-Then-Else Statement. Define Max Row Values for Reduced Row Size:**

If AROW < (NROWS - SROW + 1)

ii = AROW

Else

Similarly to Step 3.5.0. ii will be used as the maximum number of row values to be taken from the original array. AROW is smaller than NROWS-SROW+1 when the user want to reduce the size of the original array. Therefore , VBA will obtain maximum AROW number of row values from the original array.

**Step 4.4.1 - Nest IF-Then-Else Statement. Define Max Row Values for Non- Reduced Row Size:**

VBA excute this portion of the code if the user want to extend the orignal array. The maximum number of row values VBA can obtain is the maxium row values of the original array. When SROW=1, we can use NROWS and NROWS+SROW-1 interchangablely. If it is base zero, then we have to use NROWS-SROW+1 insteand NROWS.

ii = NROWS

End If

**Step 4.4.2 - Nest IF-Then-Else Statement. Define Column Range for Reduced Column Size:**

jj is declared as a variable of Long type. jj will be used as the maximum number of column values to be taken from the original array. NCOLUMNS - SCOLUMN + 1 gives us the size of the original array's second dimension. ACOLUMN is smaller than NCOLUMNS - SCOLUMN + 1 when the user want to reduce the size of the original array. Therefore , VBA will obtain maximum ACOLUMN number of column values from the original array.

Dim jj As Long

If ACOLUMN < (NCOLUMNS - SCOLUMN + 1) Then

jj = ACOLUMN

Else

**Step 4.4.3 - Nest IF-Then-Else Statement. Define Column Range for Non- Reduced Column Size:**

VBA excute this portion of the code if the user want to keep the orignal dimension size or add more columns. The maximum number of column values VBA can obtain is the maxium number of columns in the original array.

jj = (NCOLUMNS - SCOLUMN + 1)

End If

**Step 4.5 For...Next Statement. Input Entries :**

In this step, we populate the resized array with the existing values.

For i = SROW To ii

For j = SCOLUMN To jj

DATA\_MATRIX(i, j) = TEMP\_MATRIX(i, j)

Next j

Next i

We create counter variable i for the first dimension and j for the second dimension. SROW and ii are the limits for i. SCOLUMN and jj are the limits for j. The first entry we will transfer is positioned at (SROW, SCOLUMN).

Then we assign value for that point from TEMP\_MATRIX to DATA\_MATRIX. Then we move on to next j , j will equal to SCOLUMN+1 and continue to fill the TEMP\_MATRIX. i will remain to be SROW until j equals jj, which means all the column in the first row are filled. Next i will direct VBA to start filling in the second row. This will keep looping until i eventually equal to ii which means DATA\_MATRIX obtains all the entries from TEMP\_MATRIX.

**Step 5- Return Resize Array:**

Return the resizing array of DATA\_RNG.

MATRIX\_RESIZE\_FUNC = DATA\_MATRIX

**Step 6- End Function:**

End the function.

End Function

**Returns**

Array of variant type, which is the resizing array of DATA\_RNG.

**VBA Code with Annotation**

Function MATRIX\_RESIZE\_FUNC(ByRef DATA\_RNG As Variant, \_

ByVal AROW As Long, \_

Optional ByVal ACOLUMN As Long) 'ACOLUMN is optional =do not have to supply a value.

Dim i As Long

Dim j As Long

Dim ii As Long 'Maximum number of row values to be taken from the original array.

Dim jj As Long 'Maximum number of column values to be taken from the original array.

Dim SROW As Long

Dim SCOLUMN As Long

Dim NROWS As Long

Dim NCOLUMNS As Long

Dim TEMP\_MATRIX As Variant

Dim DATA\_MATRIX As Variant

On Error GoTo ERROR\_LABEL 'Step 1- Error Handler. If there is an error, tell Excel not to report the error

'and look for the line label. Excel will go to the ERROR\_LABEL below and return error number.

DATA\_MATRIX = DATA\_RNG 'Step 2 - Make a Copy of the Original Array

'------------------------------------------------------------------------

If IsMissing(ACOLUMN) = True Then 'Step 3.0 Did not provide optional Variant argument, ACOLUMN, 'resize rows only.

'------------------------------------------------------------------------

'Step 3.1 - Define the Row Size of Original Array

SROW = LBound(DATA\_MATRIX, 1) 'Find the lower bound integer for rows

NROWS = UBound(DATA\_MATRIX, 1) 'Find the upper bound integer for rows

If (NROWS - SROW + 1) = 1 Then 'Step 3.2- Nest IF-Then-Else Statement.

'Transpose 1D Array because it is printed horizontally.

DATA\_MATRIX = MATRIX\_TRANSPOSE\_FUNC(DATA\_MATRIX) 'MATRIX\_TRANSPOSE\_FUNC lesson 2

End If

TEMP\_MATRIX = DATA\_MATRIX 'Step 3.3 - Make a New Copy of the Array to Preserve Data Entries

ReDim DATA\_MATRIX(SROW To AROW) 'Step 3.4- Resizing Array. Second dimension is removed.

If AROW < (NROWS - SROW + 1) Then 'Step 3.5.0 Define Data Range for Reduced Size Array

ii = AROW

Else

ii = (NROWS - SROW + 1) 'Step 3.5.1-Define Data Range for Non- Reduced Array Size

End If

If IS\_1D\_ARRAY\_FUNC(TEMP\_MATRIX) = True Then 'Step 3.6.0 Input Entries for 1D Array

For i = SROW To ii ' Setup counter variable range

DATA\_MATRIX(i) = TEMP\_MATRIX(i) 'Input Entries

Next i

**VBA Code with Annotation Continue**

ElseIf IS\_2D\_ARRAY\_FUNC(TEMP\_MATRIX) = True Then 'Step 3.6.1 Input Entries for 2D Array

For i = SROW To ii ' Setup counter variable range

DATA\_MATRIX(i) = TEMP\_MATRIX(i, 1) 'Input Entries from the first dimension

Next i

Else

GoTo ERROR\_LABEL 'Step 3.6.2 - Raise Error for Non-1D or 2D Array

End If

'------------------------------------------------------------------------

Else 'Step 4.0 Resize apply to both Rows and Columns.

'------------------------------------------------------------------------

'Step 4.1 Define the Original Array Size.

SROW = LBound(DATA\_MATRIX, 1) 'Find the lower bound integer for rows

SCOLUMN = LBound(DATA\_MATRIX, 2) 'Find the lower bound number for columns

NROWS = UBound(DATA\_MATRIX, 1) 'Find the upper bound integer for rows

NCOLUMNS = UBound(DATA\_MATRIX, 2) 'Find the upper bound number for columns

TEMP\_MATRIX = DATA\_MATRIX 'Step 4.2 Make a Separate Copy of the Array to Preserve Data Entries.

ReDim DATA\_MATRIX(SROW To AROW, SCOLUMN To ACOLUMN) 'Step 4.3 Resizing Array to New Dimension Limit.

If AROW < (NROWS - SROW + 1) Then ' Step 4.4.0 Define Max Row Values for Reduced Row Size.

ii = AROW

Else

ii = NROWS 'Step 4.4.1 Define Row Range for Non-Reduced Row Size.

End If

If ACOLUMN < (NCOLUMNS - SCOLUMN + 1) Then 'Step 4.4.2 Define Reduced Column value number

jj = ACOLUMN

Else

jj = (NCOLUMNS - SCOLUMN + 1) 'Step 4.4.3 Define Column Range for Non- Reduced Column Size

End If

For i = SROW To ii 'Step 4.5 Input Entries

For j = SCOLUMN To jj

DATA\_MATRIX(i, j) = TEMP\_MATRIX(i, j)

Next j

Next i

'------------------------------------------------------------------------

End If

'------------------------------------------------------------------------

MATRIX\_RESIZE\_FUNC = DATA\_MATRIX 'Step 5- Return Resize Array

Exit Function 'Step 6- End Function

ERROR\_LABEL:

MATRIX\_RESIZE\_FUNC = Err.Number 'When an error is raised, return Error Number.

End Function

**Lesson4\_Array\_Base**

Zero-based array types means the minimum valid value for any index is 0. One-based array types means each index starts at 1. With the same upper bound, zero-based array will have 1 more element ine the indexes than one-based array types.

![](data:image/png;base64,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)

This lesson contain two functions: 1. MATRIX\_CHANGE\_BASE\_ZERO\_FUNC and 2. MATRIX\_CHANGE\_BASE\_ONE\_FUNC

**1. MATRIX\_CHANGE\_BASE\_ZERO\_FUNC**

This functions change the base of the array to zero for both rows and columns. It contains For...Next Structure to copy entries from the original array to the zero-based array.

**VBA Application and Function Reference**

**For...Next Statement:** Repeats a group of statements a specified number of times. (Also seen in Lesson 2)

**On Error GoTo <line>** : After executing this statement , VBA resumes execution at the specified line and enables the error-handling routine. (Also seen in Lesson 1. )

**Parameters**

**DATA\_RNG** : Array to be tested. Set of data in array.

**Variable**

**i**: Counter variable for the first dimensions in the original dataset.

**j:** Counter variable for the second dimensions in the original dataset.

**SROW**: The lowest available subscript for the first dimension of zero-based array.

**SCOLUMN**: The lowest available subscript for the second dimension of zero-based array.

**NROWS**: The total number of elements in row.

**NCOLUMN:** The total number of elements in column.

**TEMP\_MATRIX** : Copy of DATA\_RNG. This is also the array being changed by the main function.

**DATA\_MATRIX**: Copy of DATA1\_MATRIX use to preserve the entries from the original array.

**Process**

**Step 1- Set Up the Error Handler:**

When an error is raised, execution transfer to the line label, ERROR\_LABEL:. Then MATRIX\_CHANGE\_BASE\_ZERO\_FUNC will return the error number.

On Error GoTo ERROR\_LABEL

...

ERROR\_LABEL:

MATRIX\_CHANGE\_BASE\_ZERO\_FUNC = Err.Number

**Step 2 - Preserve Entries From Original Array:**

First, we create a DATA\_MATRIX variable. Then, we copy over all the values from the DATA\_RNG into DATA\_MATRIX. DATA\_MATRIX is used to preserve the entries from the original array .

Dim DATA\_MATRIX As Variant

DATA\_MATRIX = DATA\_RNG

**Step 3- Define the Total Number of Element in Indexes:**

A index's upper bound subtract lower bound plus 1 give us the total number of elements in the indexes.

Dim NROWS As Long

Dim NCOLUMNS As Long

NROWS = UBound(DATA\_MATRIX, 1) - LBound(DATA\_MATRIX, 1) + 1

NCOLUMNS = UBound(DATA\_MATRIX, 2) - LBound(DATA\_MATRIX, 2) + 1

The graph at the beginning of Lesson 4 description can help you to visualize this. NROWS and NCOLUMS are declared as variables of Long type. They are set to equal to the total number of elements in DATA\_MATRIX's first and second dimension, respectively.

**Step 4- ReDim Zero-based Empty Matrix:**

For zero-based array, the upper bound value for the new array's dimensions will be equal to the total number of elements in that dimension -1. The lower bound for zero-based array will be 0. Therefore, the size of the first dimension is 0 To NROWS -1 and 0 To NCOLUMNS-1 for the second dimension. This step, construct an empty matrix that has the same size as the original array.

ReDim TEMP\_MATRIX(0 To NROWS - 1, 0 To NCOLUMNS - 1)

**Step 5 - Nest IF-Then-Else Statement. Input Entries for Zero-Based Array:**

We create i and j as counter variable for the two dimension of the original data set. Since the original array is not a zero-based array, it will have different upper and lower bound as the zero-based array. The lower bound for zero-based array is 0. Therefore, SROW and SCOLUMN are equal to 0

SROW = 0

For i = LBound(DATA\_MATRIX, 1) To UBound(DATA\_MATRIX, 1)

SCOLUMN = 0

For j = LBound(DATA\_MATRIX, 2) To UBound(DATA\_MATRIX, 2)

TEMP\_MATRIX(SROW, SCOLUMN) = DATA\_MATRIX(i, j)

SCOLUMN = SCOLUMN + 1

Next j

SROW = SROW + 1

Next i

The entry we will input is copied from j= LBound(DATA\_MATRIX, 2) and i= LBound(DATA\_MATRIX, 1) in the original data set. We will enter is at SROW=0, SCOLUMN=0 in the zero-based array. Then we move on to next column (SCOLUMN+1) in the first row from the zero-based array. We will also move to the next j position correspondingly in the original array to find the next data entry to transfer. We will continue move crossing the first row until j equal to the upper bound of the second dimension.

Since j has reach it's maximum, we will move to the next row for both array. We start to fill in the second row just like how we did for the first row. This will keep looping until i eventually reach its maximum value which means TEMP\_MATRIX is filled.

**Step 6- Return Zero-based Array with Entries:**

Return the zero-based array of DATA\_RNG.

MATRIX\_CHANGE\_BASE\_ZERO\_FUNC = TEMP\_MATRIX

**Step 6- End Function:**

End the function.

Exit Function

End Function

**Returns**

Array of variant type, which is the changed zero-base array of DATA\_RNG.

**VBA Code with Annotation**

Function MATRIX\_CHANGE\_BASE\_ZERO\_FUNC(ByRef DATA\_RNG As Variant)

Dim i As Long

Dim j As Long

Dim SROW As Long

Dim SCOLUMN As Long

Dim NROWS As Long

Dim NCOLUMNS As Long

Dim TEMP\_MATRIX As Variant

Dim DATA\_MATRIX As Variant

On Error GoTo ERROR\_LABEL 'Step 1- Error Handler. If there is an error, tell Excel not to report the error

'and look for the line label. Excel will go to the ERROR\_LABEL below and return error number.

DATA\_MATRIX = DATA\_RNG 'Step 2 Preserve Entries From Original Array

'Step 3 - Define the Total Number of Element in Indexes

NROWS = UBound(DATA\_MATRIX, 1) - LBound(DATA\_MATRIX, 1) + 1 'Total number of elements in row

NCOLUMNS = UBound(DATA\_MATRIX, 2) - LBound(DATA\_MATRIX, 2) + 1 'Number of elements in column

ReDim TEMP\_MATRIX(0 To NROWS - 1, 0 To NCOLUMNS - 1) 'Step 4 ReDim Zero-based Empty Matrix

'Step 5 - Nest IF-Then-Else Statement. Input Entries for Zero-Based Array:

SROW = 0 'Set up starting position in zero-based array

For i = LBound(DATA\_MATRIX, 1) To UBound(DATA\_MATRIX, 1) ' Set range for i

SCOLUMN = 0 'Set up starting position in zero-based array

For j = LBound(DATA\_MATRIX, 2) To UBound(DATA\_MATRIX, 2) ' Set range for j

TEMP\_MATRIX(SROW, SCOLUMN) = DATA\_MATRIX(i, j) ' copying value

SCOLUMN = SCOLUMN + 1 'Move horizontally to the next column in zero-based array.

Next j 'Move to next column in the same row in the original data set.

SROW = SROW + 1 'Move to next row after filling all the column in the previous row.

Next i ' Move to next row after filling all the column in the previous row

MATRIX\_CHANGE\_BASE\_ZERO\_FUNC = TEMP\_MATRIX 'Step 6- Return Zero-based Array with Entries

Exit Function 'Step 6- End Function

ERROR\_LABEL: 'When an error is raised, return Error Number.

MATRIX\_CHANGE\_BASE\_ZERO\_FUNC = Err.Number

End Function

**2. MATRIX\_CHANGE\_BASE\_ONE\_FUNC**

This functions change the base of the array to one for both rows and columns. It contains For...Next Structure to copy entries from the original array to the one-based array.

**VBA Application and Function Reference**

**For...Next Statement:** Repeats a group of statements a specified number of times. (Also seen in Lesson 2)

**On Error GoTo <line>** : After executing this statement , VBA resumes execution at the specified line and enables the error-handling routine. (Also seen in Lesson 1. )

**Parameters**

**DATA\_RNG** : Array to be tested. Set of data in array.

**Variable**

**i**: Counter variable for the first dimensions in the original dataset.

**j:** Counter variable for the second dimensions in the original dataset.

**SROW**: The lowest available subscript for the first dimension of zero-based array.

**SCOLUMN**: The lowest available subscript for the second dimension of zero-based array.

**NROWS**: The total number of elements in row.

**NCOLUMN:** The total number of elements in column.

**TEMP\_MATRIX** : Copy of DATA\_RNG. This is also the array being changed by the main function.

**DATA\_MATRIX**: Copy of DATA1\_MATRIX use to preserve the entries from the original array.

**Process**

**Step 1- Set Up the Error Handler:**

When an error is raised, execution transfer to the line label, ERROR\_LABEL:. Then MATRIX\_CHANGE\_BASE\_ONE\_FUNC will return the error number.

On Error GoTo ERROR\_LABEL

...

ERROR\_LABEL:

MATRIX\_CHANGE\_BASE\_ONE\_FUNC = Err.Number

**Step 2 - Preserve Entries From Original Array:**

First, we create a DATA\_MATRIX variable. Then, we copy over all the values from the DATA\_RNG into DATA\_MATRIX. DATA\_MATRIX is used to preserve the entries from the original array .

Dim DATA\_MATRIX As Variant

DATA\_MATRIX = DATA\_RNG

**Step 3- Define the Total Number of Element in Indexes:**

A index's upper bound subtract lower bound plus 1 gives out the total number of elements in the indexes. The graph at the beginning of Lesson 4 description can help you visualize this. NROWS and NCOLUMS are declared as variables of Long type. They are set to equal to the total number of elements in DATA\_MATRIX's first and second dimension, respectively.

Dim NROWS As Long

Dim NCOLUMNS As Long

NROWS = UBound(DATA\_MATRIX, 1) - LBound(DATA\_MATRIX, 1) + 1

NCOLUMNS = UBound(DATA\_MATRIX, 2) - LBound(DATA\_MATRIX, 2) + 1

**Step 4- ReDim One-based Empty Matrix:**

For one-based array, the upper bound value for the new array's dimensions will be equal to the total number of elements in that dimension. The lower bound for one-based array will be 1. Therefore, the size of the first dimension is 1 To NROWS and 1 To NCOLUMNS for the second dimension. This step, construct an empty matrix that has the same size as the original array.

ReDim TEMP\_MATRIX(1 To NROWS, 1 To NCOLUMNS)

**Step 5 - Nest IF-Then-Else Statement. Input Entries for One-Based Array:**

We create i and j as counter variable for the two dimension of the original data set. Since the original array is not a one-based array, it will have different upper and lower bound as the one-based array. The lower bound for one-based array is 1. Therefore, SROW and SCOLUMN are equal to 1.

SROW = 1

For i = LBound(DATA\_MATRIX, 1) To UBound(DATA\_MATRIX, 1)

SCOLUMN = 1

For j = LBound(DATA\_MATRIX, 2) To UBound(DATA\_MATRIX, 2)

TEMP\_MATRIX(SROW, SCOLUMN) = DATA\_MATRIX(i, j)

SCOLUMN = SCOLUMN + 1

Next j

SROW = SROW + 1

Next i

The entry we will input is copied from j= LBound(DATA\_MATRIX, 2) and i= LBound(DATA\_MATRIX, 1) in the original data set. We will enter is at SROW=1, SCOLUMN=1 in the one-based array. Then we move on to next column (SCOLUMN+1) in the first row of the one-based array. We will also move to the next j position correspondingly in the original array to find the next data entry to transfer. We will continue move crossing the first row until j equal to the upper bound of the second dimension.

Since j has reach its maximum, we will move to the next row for both array. We start to fill in the second row just like how we did for the first row. This will keep looping until i eventually reach its maximum value which means TEMP\_MATRIX is filled.

**Step 6- Return One-Based Array with Entries:**

Return the one-based array of DATA\_RNG.

MATRIX\_CHANGE\_BASE\_ONE\_FUNC = TEMP\_MATRIX

**Step 6- End Function:**

End the function.

Exit Function

End Function

**Returns**

Array of variant type, which is the changed one-base array of DATA\_RNG.

**VBA Code with Annotation**

Function MATRIX\_CHANGE\_BASE\_ONE\_FUNC(ByRef DATA\_RNG As Variant)

Dim i As Long

Dim j As Long

Dim SROW As Long

Dim SCOLUMN As Long

Dim NROWS As Long

Dim NCOLUMNS As Long

Dim TEMP\_MATRIX As Variant

Dim DATA\_MATRIX As Variant

On Error GoTo ERROR\_LABEL 'Step 1- Error Handler. If there is an error, tell Excel not to report the error

'and look for the line label. Excel will go to the ERROR\_LABEL below and return error number.

DATA\_MATRIX = DATA\_RNG 'Step 2 Preserve Entries From Original Array

'Step 3 - Define the Total Number of Element in Indexes

NROWS = UBound(DATA\_MATRIX, 1) - LBound(DATA\_MATRIX, 1) + 1 'Total number of elements in row

NCOLUMNS = UBound(DATA\_MATRIX, 2) - LBound(DATA\_MATRIX, 2) + 1 'Number of elements in column

ReDim TEMP\_MATRIX(1 To NROWS, 1 To NCOLUMNS) 'Step 4 ReDim One-based Empty Matrix

'Step 5 - Nest IF-Then-Else Statement. Input Entries for One-Based Array

SROW = 1 'Set up starting position in One-based array

For i = LBound(DATA\_MATRIX, 1) To UBound(DATA\_MATRIX, 1) ' Set range for i

SCOLUMN = 1 ' Set range for i

For j = LBound(DATA\_MATRIX, 2) To UBound(DATA\_MATRIX, 2) ' Set range for j

TEMP\_MATRIX(SROW, SCOLUMN) = DATA\_MATRIX(i, j) ' Copying value

SCOLUMN = SCOLUMN + 1 'Move horizontally to the next column in one-based array.

Next j 'Move to next column in the same row in the original data set.

SROW = SROW + 1 'Move to next row after filling all the column in the previous row.

Next i ' Move to next row after filling all the column in the previous row

MATRIX\_CHANGE\_BASE\_ONE\_FUNC = TEMP\_MATRIX 'Step 6- Return One-based Array with Entries

Exit Function 'Step 6- End Function

ERROR\_LABEL: 'When an error is raised, return Error Number.

MATRIX\_CHANGE\_BASE\_ONE\_FUNC = Err.Number

End Function

**Lesson4\_Array\_Base**

Zero-based array types means the minimum valid value for any index is 0. One-based array types means each index starts at 1. With the same upper bound, zero-based array will have 1 more element ine the indexes than one-based array types.
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This lesson contain two functions: 1. MATRIX\_CHANGE\_BASE\_ZERO\_FUNC and 2. MATRIX\_CHANGE\_BASE\_ONE\_FUNC

**1. MATRIX\_CHANGE\_BASE\_ZERO\_FUNC**

This functions change the base of the array to zero for both rows and columns. It contains For. Next Structure to copy entries from the original array to the zero-based array.

**VBA Application and Function Reference**

**For...Next Statement:** Repeats a group of statements a specified number of times. (Also seen in Lesson 2)

**On Error GoTo <line>** : After executing this statement , VBA resumes execution at the specified line and enables the error-handling routine. (Also seen in Lesson 1. )

**Parameters**

**DATA\_RNG** : Array to be tested. Set of data in array.

**Variable**

**i**: Counter variable for the first dimensions in the original dataset.

**j:** Counter variable for the second dimensions in the original dataset.

**SROW**: The lowest available subscript for the first dimension of zero-based array.

**SCOLUMN**: The lowest available subscript for the second dimension of zero-based array.

**NROWS**: The total number of elements in row.

**NCOLUMN:** The total number of elements in column.

**TEMP\_MATRIX** : Copy of DATA\_RNG. This is also the array being changed by the main function.

**DATA\_MATRIX**: Copy of DATA1\_MATRIX use to preserve the entries from the original array.

**Process**

**Step 1- Set Up the Error Handler:**

When an error is raised, execution transfer to the line label, ERROR\_LABEL:. Then MATRIX\_CHANGE\_BASE\_ZERO\_FUNC will return the error number.

On Error GoTo ERROR\_LABEL

...

ERROR\_LABEL:

MATRIX\_CHANGE\_BASE\_ZERO\_FUNC = Err.Number

**Step 2 - Preserve Entries From Original Array:**

First, we create a DATA\_MATRIX variable. Then, we copy over all the values from the DATA\_RNG into DATA\_MATRIX. DATA\_MATRIX is used to preserve the entries from the original array .

Dim DATA\_MATRIX As Variant

DATA\_MATRIX = DATA\_RNG

**Step 3- Define the Total Number of Element in Indexes:**

A index's upper bound subtract lower bound plus 1 give us the total number of elements in the indexes.

Dim NROWS As Long

Dim NCOLUMNS As Long

NROWS = UBound(DATA\_MATRIX, 1) - LBound(DATA\_MATRIX, 1) + 1

NCOLUMNS = UBound(DATA\_MATRIX, 2) - LBound(DATA\_MATRIX, 2) + 1

The graph at the beginning of Lesson 4 description can help you to visualize this. NROWS and NCOLUMS are declared as variables of Long type. They are set to equal to the total number of elements in DATA\_MATRIX's first and second dimension, respectively.

**Step 4- ReDim Zero-based Empty Matrix:**

For zero-based array, the upper bound value for the new array's dimensions will be equal to the total number of elements in that dimension -1. The lower bound for zero-based array will be 0. Therefore, the size of the first dimension is 0 To NROWS -1 and 0 To NCOLUMNS-1 for the second dimension. This step, construct an empty matrix that has the same size as the original array.

ReDim TEMP\_MATRIX(0 To NROWS - 1, 0 To NCOLUMNS - 1)

**Step 5 - Nest IF-Then-Else Statement. Input Entries for Zero-Based Array:**

We create i and j as counter variable for the two dimension of the original data set. Since the original array is not a zero-based array, it will have different upper and lower bound as the zero-based array. The lower bound for zero-based array is 0. Therefore, SROW and SCOLUMN are equal to 0.

SROW = 0

For i = LBound(DATA\_MATRIX, 1) To UBound(DATA\_MATRIX, 1)

SCOLUMN = 0

For j = LBound(DATA\_MATRIX, 2) To UBound(DATA\_MATRIX, 2)

TEMP\_MATRIX(SROW, SCOLUMN) = DATA\_MATRIX(i, j)

SCOLUMN = SCOLUMN + 1

Next j

SROW = SROW + 1

Next i

The entry we will input is copied from j= LBound(DATA\_MATRIX, 2) and i= LBound(DATA\_MATRIX, 1) in the original data set. We will enter is at SROW=0, SCOLUMN=0 in the zero-based array. Then we move on to next column (SCOLUMN+1) in the first row from the zero-based array. We will also move to the next j position correspondingly in the original array to find the next data entry to transfer. We will continue move crossing the first row until j equal to the upper bound of the second dimension.

Since j has reach it's maximum, we will move to the next row for both array. We start to fill in the second row just like how we did for the first row. This will keep looping until i eventually reach its maximum value which means TEMP\_MATRIX is filled.

**Step 6- Return Zero-based Array with Entries:**

Return the zero-based array of DATA\_RNG.

MATRIX\_CHANGE\_BASE\_ZERO\_FUNC = TEMP\_MATRIX

**Step 6- End Function:**

End the function.

Exit Function

End Function

**Returns**

Array of variant type, which is the changed zero-base array of DATA\_RNG.

**VBA Code with Annotation**

Function MATRIX\_CHANGE\_BASE\_ZERO\_FUNC(ByRef DATA\_RNG As Variant)

Dim i As Long

Dim j As Long

Dim SROW As Long

Dim SCOLUMN As Long

Dim NROWS As Long

Dim NCOLUMNS As Long

Dim TEMP\_MATRIX As Variant

Dim DATA\_MATRIX As Variant

On Error GoTo ERROR\_LABEL 'Step 1- Error Handler. If there is an error, tell Excel not to report the error

'and look for the line label. Excel will go to the ERROR\_LABEL below and return error number.

DATA\_MATRIX = DATA\_RNG 'Step 2 Preserve Entries From Original Array

'Step 3 - Define the Total Number of Element in Indexes

NROWS = UBound(DATA\_MATRIX, 1) - LBound(DATA\_MATRIX, 1) + 1 'Total number of elements in row

NCOLUMNS = UBound(DATA\_MATRIX, 2) - LBound(DATA\_MATRIX, 2) + 1 'Number of elements in column

ReDim TEMP\_MATRIX(0 To NROWS - 1, 0 To NCOLUMNS - 1) 'Step 4 ReDim Zero-based Empty Matrix

'Step 5 - Nest IF-Then-Else Statement. Input Entries for Zero-Based Array:

SROW = 0 'Set up starting position in zero-based array

For i = LBound(DATA\_MATRIX, 1) To UBound(DATA\_MATRIX, 1) ' Set range for i

SCOLUMN = 0 'Set up starting position in zero-based array

For j = LBound(DATA\_MATRIX, 2) To UBound(DATA\_MATRIX, 2) ' Set range for j

TEMP\_MATRIX(SROW, SCOLUMN) = DATA\_MATRIX(i, j) ' copying value

SCOLUMN = SCOLUMN + 1 'Move horizontally to the next column in zero-based array.

Next j 'Move to next column in the same row in the original data set.

SROW = SROW + 1 'Move to next row after filling all the column in the previous row.

Next i ' Move to next row after filling all the column in the previous row

MATRIX\_CHANGE\_BASE\_ZERO\_FUNC = TEMP\_MATRIX 'Step 6- Return Zero-based Array with Entries

Exit Function 'Step 6- End Function

ERROR\_LABEL: 'When an error is raised, return Error Number.

MATRIX\_CHANGE\_BASE\_ZERO\_FUNC = Err.Number

End Function

**2. MATRIX\_CHANGE\_BASE\_ONE\_FUNC**

This functions change the base of the array to one for both rows and columns. It contains For...Next Structure to copy entries from the original array to the one-based array.

**VBA Application and Function Reference**

**For...Next Statement:** Repeats a group of statements a specified number of times. (Also seen in Lesson 2)

**On Error GoTo <line>** : After executing this statement , VBA resumes execution at the specified line and enables the error-handling routine. (Also seen in Lesson 1. )

**Parameters**

**DATA\_RNG** : Array to be tested. Set of data in array.

**Variable**

**i**: Counter variable for the first dimensions in the original dataset.

**j:** Counter variable for the second dimensions in the original dataset.

**SROW**: The lowest available subscript for the first dimension of zero-based array.

**SCOLUMN**: The lowest available subscript for the second dimension of zero-based array.

**NROWS**: The total number of elements in row.

**NCOLUMN:** The total number of elements in column.

**TEMP\_MATRIX** : Copy of DATA\_RNG. This is also the array being changed by the main function.

**DATA\_MATRIX**: Copy of DATA1\_MATRIX use to preserve the entries from the original array.

**Process**

**Step 1- Set Up the Error Handler:**

When an error is raised, execution transfer to the line label, ERROR\_LABEL:. Then MATRIX\_CHANGE\_BASE\_ONE\_FUNC will return the error number.

On Error GoTo ERROR\_LABEL

...

ERROR\_LABEL:

MATRIX\_CHANGE\_BASE\_ONE\_FUNC = Err.Number

**Step 2 - Preserve Entries From Original Array:**

Dim DATA\_MATRIX As Variant

DATA\_MATRIX = DATA\_RNG

First, we create a DATA\_MATRIX variable. Then, we copy over all the values from the DATA\_RNG into DATA\_MATRIX. DATA\_MATRIX is used to preserve the entries from the original array .

**Step 3- Define the Total Number of Element in Indexes:**

A index's upper bound subtract lower bound plus 1 gives out the total number of elements in the indexes. The graph at the beginning of Lesson 4 description can help you visualize this. NROWS and NCOLUMS are declared as variables of Long type. They are set to equal to the total number of elements in DATA\_MATRIX's first and second dimension, respectively.

Dim NROWS As Long

Dim NCOLUMNS As Long

NROWS = UBound(DATA\_MATRIX, 1) - LBound(DATA\_MATRIX, 1) + 1

NCOLUMNS = UBound(DATA\_MATRIX, 2) - LBound(DATA\_MATRIX, 2) + 1

**Step 4- ReDim One-based Empty Matrix:**

For one-based array, the upper bound value for the new array's dimensions will be equal to the total number of elements in that dimension. The lower bound for one-based array will be 1. Therefore, the size of the first dimension is 1 To NROWS and 1 To NCOLUMNS for the second dimension. This step, construct an empty matrix that has the same size as the original array.

ReDim TEMP\_MATRIX(1 To NROWS, 1 To NCOLUMNS)

**Step 5 - Nest IF-Then-Else Statement. Input Entries for One-Based Array:**

We create i and j as counter variable for the two dimension of the original data set. Since the original array is not a one-based array, it will have different upper and lower bound as the one-based array. The lower bound for one-based array is 1. Therefore, SROW and SCOLUMN are equal to 1.

SROW = 1

For i = LBound(DATA\_MATRIX, 1) To UBound(DATA\_MATRIX, 1)

SCOLUMN = 1

For j = LBound(DATA\_MATRIX, 2) To UBound(DATA\_MATRIX, 2)

TEMP\_MATRIX(SROW, SCOLUMN) = DATA\_MATRIX(i, j)

SCOLUMN = SCOLUMN + 1

Next j

SROW = SROW + 1

Next i

The entry we will input is copied from j= LBound(DATA\_MATRIX, 2) and i= LBound(DATA\_MATRIX, 1) in the original data set. We will enter is at SROW=1, SCOLUMN=1 in the one-based array. Then we move on to next column (SCOLUMN+1) in the first row of the one-based array. We will also move to the next j position correspondingly in the original array to find the next data entry to transfer. We will continue move crossing the first row until j equal to the upper bound of the second dimension.

Since j has reach its maximum, we will move to the next row for both array. We start to fill in the second row just like how we did for the first row. This will keep looping until i eventually reach its maximum value which means TEMP\_MATRIX is filled.

**Step 6- Return One-Based Array with Entries:**

Return the one-based array of DATA\_RNG.

MATRIX\_CHANGE\_BASE\_ONE\_FUNC = TEMP\_MATRIX

**Step 6- End Function:**

End the function.

Exit Function

End Function

**Returns**

Array of variant type, which is the changed one-base array of DATA\_RNG.

**VBA Code with Annotation**

Function MATRIX\_CHANGE\_BASE\_ONE\_FUNC(ByRef DATA\_RNG As Variant)

Dim i As Long

Dim j As Long

Dim SROW As Long

Dim SCOLUMN As Long

Dim NROWS As Long

Dim NCOLUMNS As Long

Dim TEMP\_MATRIX As Variant

Dim DATA\_MATRIX As Variant

On Error GoTo ERROR\_LABEL 'Step 1- Error Handler. If there is an error, tell Excel not to report the error

'and look for the line label. Excel will go to the ERROR\_LABEL below and return error number.

DATA\_MATRIX = DATA\_RNG 'Step 2 Preserve Entries From Original Array

'Step 3 - Define the Total Number of Element in Indexes

NROWS = UBound(DATA\_MATRIX, 1) - LBound(DATA\_MATRIX, 1) + 1 'Total number of elements in row

NCOLUMNS = UBound(DATA\_MATRIX, 2) - LBound(DATA\_MATRIX, 2) + 1 'Number of elements in column

ReDim TEMP\_MATRIX(1 To NROWS, 1 To NCOLUMNS) 'Step 4 ReDim One-based Empty Matrix

'Step 5 - Nest IF-Then-Else Statement. Input Entries for One-Based Array

SROW = 1 'Set up starting position in One-based array

For i = LBound(DATA\_MATRIX, 1) To UBound(DATA\_MATRIX, 1) ' Set range for i

SCOLUMN = 1 ' Set range for i

For j = LBound(DATA\_MATRIX, 2) To UBound(DATA\_MATRIX, 2) ' Set range for j

TEMP\_MATRIX(SROW, SCOLUMN) = DATA\_MATRIX(i, j) ' Copying value

SCOLUMN = SCOLUMN + 1 'Move horizontally to the next column in one-based array.

Next j 'Move to next column in the same row in the original data set.

SROW = SROW + 1 'Move to next row after filling all the column in the previous row.

Next i ' Move to next row after filling all the column in the previous row

MATRIX\_CHANGE\_BASE\_ONE\_FUNC = TEMP\_MATRIX 'Step 6- Return One-based Array with Entries

Exit Function 'Step 6- End Function

ERROR\_LABEL: 'When an error is raised, return Error Number.

MATRIX\_CHANGE\_BASE\_ONE\_FUNC = Err.Number

End Function

**Lesson6\_Array\_Remove**

This lesson contain two functions: 1. MATRIX\_REMOVE\_ROWS\_FUNC and 2. MATRIX\_REMOVE\_COLUMNS\_FUNC

MATRIX\_REMOVE\_ROWS\_FUNC delete row(s) from an array. MATRIX\_REMOVE\_COLUMNS\_FUNC delete column(s) from an array.
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**1. MATRIX\_REMOVE\_ROWS\_FUNC**

This function delete row(s) from an array. This function contains If...Then structure and For..Next statement.

**VBA Application and Function Reference**

**On Error GoTo <line>** : After executing this statement , VBA resumes execution at the specified line and enables the error-handling routine. (Also seen in Lesson 1.)

**If...Then structure**: Conditionally executes a group of statements, depending on the value of an expression. (Also seen in Lesson 2)

**Optional Parameters:** You can specify that a procedure parameter is optional and no argument has to be supplied for it when the procedure is called (Also seen in Lesson 3)

**For...Next Statement:** Repeats a group of statements a specified number of times. (Also seen in Lesson 2)

**Parameters**

**DATA\_RNG** : Array that we want to delete row(s) from. Set of data in array.

**START\_ROW**: Start row position represents the row number to start deleting.

**NO\_ROWS**: Number of rows to remove. If value not provided, NO\_ROWS equal to 1 by default.

**Variable**

**i**: Counter variable for rows in DATA\_MATRIX.

**j:** Counter variable for columns for both DATA\_MATRIX and TEMP\_MATRIX.

**k:** Counter variable for rows in TEMP\_MATRIX.

**SROW**: Returns the lowest available subscript for the first dimension of array.

**NROWS**: Return of the highest value subscript for array's first dimension can contain.

**SCOLUMN**: Returns the lowest available subscript for the second dimension of array.

**NCOLUMN:** Return of the highest value subscript for array's second dimension can contain.

**DATA\_MATRIX** : Copy of DATA\_RNG use to preserve the entries from the original array.

**TEMP\_MATRIX** : The array being returned by the main function.

**Process**

**Step 1- Set Up the Error Handler:**

When an error is raised, execution transfer to the line label, ERROR\_LABEL:. Then MATRIX\_REDIM\_FUNC will return the error number.

On Error GoTo ERROR\_LABEL

...

ERROR\_LABEL:

MATRIX\_ADD\_ROWS\_FUNC = Err.Number

**Step 2 - Preserve Entries From Original Array:**

First, we create a DATA\_MATRIX variable. Then, we copy over all the values from the DATA\_RNG into DATA\_MATRIX. DATA\_MATRIX is used to preserve the entries from the original array .

Dim DATA\_MATRIX As Variant

DATA\_MATRIX = DATA\_RNG

**Step 3 - If Then Structure. Check If Removing Zero Row:**

First, we need to check if NO\_ROWS equal to zero. NO\_ROWS=0 means we are not removing any rows. Hence, no change apply to the original array. Therefore , MATRIX\_REMOVE\_ROWS\_FUNC will return the original array and end the function.

If NO\_ROWS = 0 Then

MATRIX\_REMOVE\_ROWS\_FUNC = DATA\_MATRIX

Exit Function

End If

**Step 4 - Define Array Dimension Size:**

SROW, SCOLUMN , NROWS and NCOLUMNS are declared as a variable of Long type. SROW and SCOLUMNS are set to equal to the lowest possible subscript of DATA\_MATRIX's first and second dimension, respectively . NROWS and NCOLUMNS are set to equal to the highest possible subscript of DATA\_MATRIX's first and second dimension, respectively.

Dim SROW As Long

Dim NROWS As Long

Dim SCOLUMN As Long

Dim NCOLUMNS As Long

SROW = LBound(DATA\_MATRIX, 1)

SCOLUMN = LBound(DATA\_MATRIX, 2)

NROWS = UBound(DATA\_MATRIX, 1)

NCOLUMNS = UBound(DATA\_MATRIX, 2)

**Step 5.0- First IF..Then Statement. Check N\_ROWS Value. Adjust Negative N\_ROWS :**

The first If...Then statement check if the NO\_ROWS is negative. We cannot delete negative rows. Therefore, we adjust NO\_ROWS equal to 1. Now we will delete 1 row from the array.

If (NO\_ROWS < 0) Then: NO\_ROWS = 1

**Step 5.1- Second IF...Then Statement. Check N\_ROWS Value. Notify Unreasonable N\_ROWS:**

The second If...Then statement check if NO\_ROWS is larger than TEMP\_MATRIX max number of rows. NROW-SROW+1 gives us the total row number in DATA\_MATRIX.

If NO\_ROWS >= (NROWS - SROW) + 1 Then: GoTo ERROR\_LABEL

VBA cannot delete more rows than the original array's total amount of rows. When this happen, VBA will skip to ERROR\_LABEL and return error number. We should not automatically assume the user want remove the entire array. It is more user friendly to just notify the user about this issue.

**Step 6- ReDim Array Size After Deleting Row(s) :**

TEMP\_MATRIX is declared as variant and is the return array of this function. Since we are only deleting rows, , the second dimension and the lower bound of the first dimension will not be affected. These ranges remain the same as the original array. TEMP\_MATRIX's first dimension's upper bound will decrease because we are removing row(s). The upper bound will be NROW-NO\_ROWS.

Dim TEMP\_MATRIX \_MATRIX As Variant

ReDim TEMP\_MATRIX(SROW To (NROWS - NO\_ROWS), SCOLUMN To NCOLUMNS)

**Step 7.0 - For...Next Statement . Input Entries into Removed Row Array :**

i, j and k are declared as counter variable of Long type. j will be using to located position in the second dimension for both TEMP\_MATRIX and DATA\_MATRIX. k is the counter variable that controls the first dimension of the removed row array. i move along the first dimension in DATA\_MATRIX. SROW and NROWS are the limits for i. SCOLUMN and NCOLUMNS are the limits for j.

Dim i As Long

Dim j As Long

Dim k As Long

For j = SCOLUMN To NCOLUMNS

k = SROW

For i = SROW To NROWS

...

TEMP\_MATRIX(k, j) = DATA\_MATRIX(i, j)

k = k + 1

Next i

...

Next j

The first entry we will input is copied from j=SCOLUMN and i=SROW in DATA\_MATRIX. We will enter it at k=SROW, j=SCOLUMN in TEMP\_MATRIX. Then we move to the next row (k+1) in the first column of TEMP\_MATRIX. We move to the next i position correspondingly in the original array to find the next data entry to transfer. We will continue move down the first column until i is beyond the upper bound of the first dimension.

Since i has reach its maximum, we will move to the next column in both array. We begin to fill in the second column just like last one. k is reset to equal to SROW at the beginning of j loop. VBA will keep running this loop until j reach beyond its maximum value which means TEMP\_MATRIX is filled.

At the beginning of each i loop, we will run two IF...Then statement. They help to control the input of each entry. We will explain these two statement in the following steps.

**Step 7.1 - First IF...Then Statement. Skip Removed Row Entry:**

The first If...Then statement check if the i at the row where we want to remove row(s). When we delete the row(s), it will also erase the data entries in these rows. These entries should not be input into TEMP\_MATRIX. We need to shift down to row (i+NO\_ROWS) in DATA\_MATRIX where we can restart copying data entry . If i does not equal to START\_ROW , then this statement will now affect this loop turn. The colon ":" is the VBA statement separator character. It is use to put the statement on the same line as the Case keyword.

If i = START\_ROW Then: i = i + NO\_ROWS

**Step 7.2 - Second IF...Then Statement. Check if New Array Runs Out of Row Space:**

The second If...Then statement check if i is more than its upper bound or k is larger than TEMP\_MATRIX max number of rows. When one of these situations happen, VBA will skip the following code until it find the line label "1983". It will then execute the code after the line label. i>NROWS indicate there is no more row entries in that column to be transfer. k>UBound(TEMP\_MATRIX,1) indicate there is no more rows in that column to be filled. Therefore, in both situations VBA will more to the next column.

If (i > NROWS) Or (k > UBound(TEMP\_MATRIX, 1)) Then: GoTo 1983

...

1983:

Next j

**Step 8- Return Array After Removing Rows :**

Return the array of DATA\_RNG after deleting rows.

MATRIX\_REMOVE\_ROWS\_FUNC = TEMP\_MATRIX

**Step 9- End Function:**

End the function.

End Function

End Function

**Returns**

Array of variant type, which is the extended array of DATA\_RNG adding number of rows.

**VBA Code with Annotation**

Function MATRIX\_REMOVE\_ROWS\_FUNC(ByRef DATA\_RNG As Variant, \_

ByVal START\_ROW As Long, \_

Optional ByVal NO\_ROWS As Long = 1) 'Optional: You don't need to put a number for the parameter.

'START\_ROW: Start Row Position, the row number to start removing rows. User has to provide a value.

'NO\_ROWS: Number of rows to remove. If value not provided, NO\_ROWS equal to 1 by default.

Dim i As Long

Dim j As Long

Dim k As Long

Dim SROW As Long

Dim NROWS As Long

Dim SCOLUMN As Long

Dim NCOLUMNS As Long

Dim DATA\_MATRIX As Variant

Dim TEMP\_MATRIX As Variant

On Error GoTo ERROR\_LABEL 'Step 1- Error Handler. If there is an error, tell Excel not to report the error

'and look for the line label. Excel will go to the ERROR\_LABEL below and return error number.

DATA\_MATRIX = DATA\_RNG 'Step 2 - Preserve Entries From Original Array

If NO\_ROWS = 0 Then 'Step 3 - If Then Structure. Check If Removing Zero Row

MATRIX\_REMOVE\_ROWS\_FUNC = DATA\_MATRIX 'Output is the same as the original array.

Exit Function

End If

'Step 4 - Define Array Dimension Size

SROW = LBound(DATA\_MATRIX, 1) 'Rows are the 1st dimension and column are the 2nd dimension

SCOLUMN = LBound(DATA\_MATRIX, 2)

NROWS = UBound(DATA\_MATRIX, 1)

NCOLUMNS = UBound(DATA\_MATRIX, 2)

If (NO\_ROWS < 0) Then: NO\_ROWS = 1 'Step 5.0 If N\_ROWS is negative then adjust it to 1

If NO\_ROWS >= (NROWS - SROW) + 1 Then: GoTo ERROR\_LABEL ' Step 5.1 Notify Unreasonable N\_ROWS

'Check if we are asking to remove more rows than the total amount there are

'User friendly design. Not to assume the user want to remove the all array set.

'Step 6- ReDim Array Size After Deleting Row(s)

ReDim TEMP\_MATRIX(SROW To (NROWS - NO\_ROWS), SCOLUMN To NCOLUMNS)

' Upper bound equal the original upper bound subtract number of row(s)

**VBA Code with Annotation Continue**

'Step 7.0 - For...Next Statement . Input Entries into Removed Row Array

For j = SCOLUMN To NCOLUMNS ' Set range for j

k = SROW 'Set start point for k

For i = SROW To NROWS ' Set range for i

If i = START\_ROW Then: i = i + NO\_ROWS 'Step 7.1 First IF..Then statement. Skip removed rows entry

If (i > NROWS) Or (k > UBound(TEMP\_MATRIX, 1)) Then: GoTo 1983 'Step 7.2 - Second IF...Then 'Statement. Check if New Array Runs Out of Row Space

TEMP\_MATRIX(k, j) = DATA\_MATRIX(i, j) ' Transfer value

k = k + 1 'Move vertically to the next row in new array.

Next i ' Move to next row

1983: 'GOTO line label

Next j ' Move to next column

MATRIX\_REMOVE\_ROWS\_FUNC = TEMP\_MATRIX 'Step 8- Return Array After Removing Rows

Exit Function 'Step 9- End Function

ERROR\_LABEL: 'When an error is raised, return Error Number.

MATRIX\_REMOVE\_ROWS\_FUNC = Err.Number

End Function

**2. MATRIX\_REMOVE\_COLUMNS\_FUNC**

This function delete column(s) from an array. This function contains If...Then structure and For...Next statement.

**VBA Application and Function Reference**

**On Error GoTo <line>** : After executing this statement , VBA resumes execution at the specified line and enables the error-handling routine. (Also seen in Lesson 1.)

**If...Then structure**: Conditionally executes a group of statements, depending on the value of an expression. (Also seen in Lesson 2)

**Optional Parameters:** You can specify that a procedure parameter is optional and no argument has to be supplied for it when the procedure is called (Also seen in Lesson 3)

**For...Next Statement:** Repeats a group of statements a specified number of times. (Also seen in Lesson 2)

**Parameters**

**DATA\_RNG** : Array that we want to delete row(s) from. Set of data in array.

**START\_COLUMN**: Start column position represents the column number to start deletion.

**NO\_COLUMNS**: Number of columns to remove. If value not provided, NO\_COLUMS equal to 1 by default.

**Variable**

**i**: Counter variable for columns in DATA\_MATRIX.

**j:** Counter variable for rows for both DATA\_MATRIX and TEMP\_MATRIX.

**k:** Counter variable for columns in TEMP\_MATRIX.

**SROW**: Returns the lowest available subscript for the first dimension of array.

**NROWS**: Return of the highest value subscript for array's first dimension can contain.

**SCOLUMN**: Returns the lowest available subscript for the second dimension of array.

**NCOLUMN:** Return of the highest value subscript for array's second dimension can contain.

**DATA\_MATRIX** : Copy of DATA\_RNG use to preserve the entries from the original array.

**TEMP\_MATRIX** : The array being returned by the main function.

**Process**

**Step 1- Set Up the Error Handler:**

When an error is raised, execution transfer to the line label, ERROR\_LABEL:. Then MATRIX\_REDIM\_FUNC will return the error number.

On Error GoTo ERROR\_LABEL

...

ERROR\_LABEL:

MATRIX\_ADD\_ROWS\_FUNC = Err.Number

**Step 2 - Preserve Entries From Original Array:**

First, we create a DATA\_MATRIX variable. Then, we copy over all the values from the DATA\_RNG into DATA\_MATRIX. DATA\_MATRIX is used to preserve the entries from the original array .

Dim DATA\_MATRIX As Variant

DATA\_MATRIX = DATA\_RNG

**Step 3 - If Then Structure. Check If Removing Zero Column:**

First, we need to check if NO\_COLUMNS equal to zero. NO\_COLUMNS=0 means we are not removing any columnss. Hence, no change apply to the original array. Therefore , MATRIX\_REMOVE\_COLUMNS\_FUNC will return the original array and end the function.

If NO\_COLUMNS = 0 Then

MATRIX\_REMOVE\_COLUMNS\_FUNC = DATA\_MATRIX

Exit Function

End If

**Step 4 - Define Array Dimension Size:**

SROW, SCOLUMN , NROWS and NCOLUMNS are declared as a variable of Long type. SROW and SCOLUMNS are set to equal to the lowest possible subscript of DATA\_MATRIX's first and second dimension, respectively . NROWS and NCOLUMNS are set to equal to the highest possible subscript of DATA\_MATRIX's first and second dimension, respectively.

Dim SROW As Long

Dim NROWS As Long

Dim SCOLUMN As Long

Dim NCOLUMNS As Long

SROW = LBound(DATA\_MATRIX, 1)

SCOLUMN = LBound(DATA\_MATRIX, 2)

NROWS = UBound(DATA\_MATRIX, 1)

NCOLUMNS = UBound(DATA\_MATRIX, 2)

**Step 5.0- First IF...Then Statement. Check N\_COLUMNS Value. Adjust Negative N\_COLUMNS :**

The first If...Then statement check if the NO\_COLUMNS has negative value. We cannot delete negative columns. Therefore, we adjust NO\_COLUMNS equal to 1. Now we will delete 1 column from the array.

If (NO\_COLUMNS < 0) Then: NO\_COLUMNS = 1

**Step 5.1- Second IF...Then Statement. Check N\_COLUMNS Value. Notify Unreasonable N\_COLUMNS:**

The second If...Then statement check if NO\_COLUMNS is larger than TEMP\_MATRIX max number of columns. NCOLUMNS - SCOLUMN +1 gives us the total column number in DATA\_MATRIX.

If NO\_COLUMNS >= (NCOLUMNS - SCOLUMN) + 1 Then: GoTo ERROR\_LABEL

VBA cannot delete more columns than the original array's total amount of columns. When this happen, VBA will skip to ERROR\_LABEL and return error number. We should not automatically assume the user want remove the entire array. It is more user friendly to just notify the user about this issue.

**Step 6- ReDim Array Size After Deleting Column(s) :**

Dim TEMP\_MATRIX \_MATRIX As Variant

ReDim TEMP\_MATRIX(SROW To NROWS, SCOLUMN To (NCOLUMNS - NO\_COLUMNS))

TEMP\_MATRIX is declared as variant and is the return array of this function. Since we are only deleting columns , the first dimension and the lower bound of the second dimension will not be affected. These ranges remain the same as the original array. TEMP\_MATRIX's second dimension's upper bound will decrease because column(s) are removed. The upper bound will be NCOLUMNS - NO\_COLUMNS.

**Step 7.0 - For...Next Statement . Input Entries into Removed Column Array :**

i, j and k are declared as counter variable of Long type. j will be using to located position in the first dimension for both TEMP\_MATRIX and DATA\_MATRIX. k is the counter variable that controls the second dimension of the removed column array. i control the second dimension in DATA\_MATRIX. SROW and NROWS are the limits for j. SCOLUMN and NCOLUMNS are the limits for i.

Dim i As Long

Dim j As Long

Dim k As Long

For j = SROW To NROWS

k = SCOLUMN

For i = SCOLUMN To NCOLUMNS

...

TEMP\_MATRIX(j, k) = DATA\_MATRIX(j, i)

k = k + 1

Next i

...

Next j

The first entry we will input is copied from i=SCOLUMN and j=SROW in DATA\_MATRIX. We will enter it at j=SROW, k=SCOLUMN in TEMP\_MATRIX. Then we move to the next column(k+1) in the first row of TEMP\_MATRIX. We move to the next i position correspondingly in the original array to find the next data entry to transfer. We will continue filling cross the first row until i is beyond its upper bound. Then we will move to the next row in both array. We begin to fill in the second row just like last one. k is reset to equal to SCOLUMN at the beginning of the j loop. VBA will keep looping until j reach beyond its maximum value which means TEMP\_MATRIX is filled.

At the beginning of each i loop, we will run two IF...Then statement. They help to control the input of each entry. We will explain these two statement in the following steps.

**Step 7.1 - First IF...Then Statement. Skip Removed Column Entry:**

The first If...Then statement check if i at the column where we want to start removing column(s). When we delete the column(s), it will also erase the data entries in these columns. These entries should not be input into TEMP\_MATRIX. We need to shift right to column (i+NO\_COLUMNS) in DATA\_MATRIX where we can restart copying data entry . If i does not equal to START\_COLUMN , then this statement will now affect this loop turn. The colon ":" is the VBA statement separator character. It is use to put the statement on the same line as the Case keyword.

If i = START\_COLUMN Then: i = i + NO\_COLUMNS

**Step 7.2 - Second IF...Then Statement. Check if New Array Runs Out of Column Space:**

The second If...Then statement check if i is more than its upper bound or k is larger than TEMP\_MATRIX max number of columns. When one of these situations happen, VBA will skip the following code until it find the line label "1983". It will then execute the code after the line label. i>NCOLUMNS indicate there is no more column entries in that row to be transferred. k>UBound(TEMP\_MATRIX,1) indicate there is no more columns in that row to be filled. Therefore, in both situations VBA will more to the next row.

If (i > NCOLUMNS) Or (k > UBound(TEMP\_MATRIX, 2)) Then: GoTo 1983

...

1983:

Next j

**Step 8- Return Array After Removing Columns :**

Return the array of DATA\_RNG after deleting rows.

MATRIX\_REMOVE\_COLUMNS\_FUNC = TEMP\_MATRIX

**Step 9- End Function:**

End the function.

End Function

End Function

**Returns**

Array of variant type, which is the extended array of DATA\_RNG adding number of rows.

**VBA Code with Annotation**

Function MATRIX\_REMOVE\_COLUMNS\_FUNC(ByRef DATA\_RNG As Variant, \_

ByVal START\_COLUMN As Long, \_

Optional ByVal NO\_COLUMNS As Long = 1) 'Optional: You don't need to put a number for the parameter.

'START\_COLUMN: The column number to start removing columns. User has to provide a value.

'NO\_COLUMNS: Number of columns to be removed. If value not provided, equal to 1 by default.

Dim i As Long

Dim j As Long

Dim k As Long

Dim SROW As Long

Dim NROWS As Long

Dim SCOLUMN As Long

Dim NCOLUMNS As Long

Dim DATA\_MATRIX As Variant

Dim TEMP\_MATRIX As Variant

On Error GoTo ERROR\_LABEL 'Step 1- Error Handler. If there is an error, tell Excel not to report the error

'and look for the line label. Excel will go to the ERROR\_LABEL below and return error number.

DATA\_MATRIX = DATA\_RNG 'Step 2 - Preserve Entries From Original Array

If NO\_COLUMNS = 0 Then 'Step 3 - If Then Structure. Check If Removing Zero Column

MATRIX\_REMOVE\_COLUMNS\_FUNC = DATA\_MATRIX 'Output is the same as the original array.

Exit Function

End If

'Step 4 - Define Array Dimension Size

SROW = LBound(DATA\_MATRIX, 1) 'Rows are the 1st dimension and column are the 2nd dimension

SCOLUMN = LBound(DATA\_MATRIX, 2)

NROWS = UBound(DATA\_MATRIX, 1)

NCOLUMNS = UBound(DATA\_MATRIX, 2)

If (NO\_COLUMNS < 0) Then: NO\_COLUMNS = 1 'Step 5.0 First If N\_COLUMNS is negative then adjust to 1

'Step 5.1- Notify Unreasonable N\_COLUMNS Value

If NO\_COLUMNS >= (NCOLUMNS - SCOLUMN) + 1 Then: GoTo ERROR\_LABEL

'Check if we are asking to remove more rows than the total amount there are

'User friendly design. Not to assume the user want to remove the all array set.

'Step 6- ReDim Array Size After Deleting Column(s)

ReDim TEMP\_MATRIX(SROW To NROWS, SCOLUMN To (NCOLUMNS - NO\_COLUMNS))

' Upper bound equal the original upper bound subtract number of column(s)

**VBA Code with Annotation Continue**

'Step 7.0 - For...Next Statement . Input Entries into Removed Column Array

For j = SROW To NROWS ' Set range for j

k = SCOLUMN ' Set start point for k

For i = SCOLUMN To NCOLUMNS ' Set range for i

'Step 7.1 - First IF..Then Statement. Skip Removed Column Entry

If i = START\_COLUMN Then: i = i + NO\_COLUMNS

'Step 7.2 - Second IF...Then Statement. Check if New Array Runs Out of Column Space

If (i > NCOLUMNS) Or (k > UBound(TEMP\_MATRIX, 2)) Then: GoTo 1983

TEMP\_MATRIX(j, k) = DATA\_MATRIX(j, i) ' Transfer value

k = k + 1 'Move horizontally to the next column in new array.

Next i ' Move to next column

1983: 'GOTO line label

Next j ' Move to next row

MATRIX\_REMOVE\_COLUMNS\_FUNC = TEMP\_MATRIX 'Step 8- Return Array After Removing Columns

Exit Function 'Step 9- End Function

ERROR\_LABEL: 'When an error is raised, return Error Number.

MATRIX\_REMOVE\_COLUMNS\_FUNC = Err.Number

End Function

**Lesson7\_Array\_Get**

This lesson contain three functions to extract entries from an array: 1. MATRIX\_GET\_ROW\_FUNC , 2. MATRIX\_GET\_COLUMN\_FUNC, and 3. MATRIX\_GET\_SUB\_MATRIX\_FUNC.

MATRIX\_GET\_ROW\_FUNC extract row from array. MATRIX\_GET\_COLUMN\_FUNC extract column from array. MATRIX\_GET\_SUB\_MATRIX\_FUNC return the sub matrix of pivot ij.
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**VBA Application and Function Reference**

**On Error GoTo <line>** : After executing this statement , VBA resumes execution at the specified line and enables the error-handling routine. (Also seen in Lesson 1.)

**For...Next Statement:** Repeats a group of statements a specified number of times. (Also seen in Lesson 2)

**1. MATRIX\_GET\_ROW\_FUNC**

This function can extract one row from an array. The function contains For..Next statement to extract entries.

**Parameters**

**DATA\_RNG** : Array that we want to extract row from. Set of data in array.

**AROW**: The row number will be extracted.

**BASE\_ROW**: The base number set for the after extraction row array, TEMP\_MATRIX.

**Variable**

**i**: Counter variable for columns in DATA\_MATRIX.

**SCOLUMN**: Returns the lowest available subscript for the second dimension of array.

**NCOLUMN:** Return of the highest value subscript for array's second dimension can contain.

**DATA\_MATRIX** : Copy of DATA\_RNG use to preserve the entries from the original array.

**TEMP\_MATRIX** : The array being returned by the main function. The array will contain the extracted row from original array.

**Process**

**Step 1- Set Up the Error Handler:**

When an error is raised, execution transfer to the line label, ERROR\_LABEL:. Then MATRIX\_GET\_ROW\_FUNC will return the error number.

On Error GoTo ERROR\_LABEL

...

ERROR\_LABEL:

MATRIX\_GET\_ROW\_FUNC = Err.Number

**Step 2 - Preserve Entries From Original Array:**

First, we create a DATA\_MATRIX variable. Then, we copy over all the values from the DATA\_RNG into DATA\_MATRIX. DATA\_MATRIX is used to preserve the entries from the original array .

Dim DATA\_MATRIX As Variant

DATA\_MATRIX = DATA\_RNG

**Step 3 - Define Array Second Dimension Size:**

SCOLUMN and NCOLUMNS are declared as a variable of Long type. SCOLUMNS and NCOLUMNS are set to equal to the lowest and highest possible subscript of DATA\_MATRIX's second dimension, respectively .

Dim SCOLUMN As Long

Dim NCOLUMNS As Long

SCOLUMN = LBound(DATA\_MATRIX, 2)

NCOLUMNS = UBound(DATA\_MATRIX, 2)

**Step 4 - ReDim Extracted Row Array :**

TEMP\_MATRIX is declared as variant and is the return array of this function. Since we are only extracting one row , the second dimension will remain the same as the original array. TEMP\_MATRIX's first dimension's lower and upper bound are equal to BASE\_ROW. This is because we are only extract one row from the original array. Therefore, the size of TEMP\_MATRIX's first dimension will be 1.

Dim TEMP\_MATRIX \_MATRIX As Variant

ReDim TEMP\_MATRIX(BASE\_ROW To BASE\_ROW, SCOLUMN To NCOLUMNS)

**Step 5 - For...Next Statement . Input Entries into the Row Array :**

i is declared as counter variable of Long type. i will be used to located position in the second dimension for both TEMP\_MATRIX and DATA\_MATRIX. SCOLUMN and NCOLUMNS are the limits for i.

Dim i As Long

For i = SCOLUMN To NCOLUMNS

TEMP\_MATRIX(BASE\_ROW, i) = DATA\_MATRIX(AROW, i) Next i

The first entry we will input is copied from in DATA\_MATRIX(AROW, SCOLUMN). We will enter it in TEMP\_MATRIX(BASE\_ROW, SCOLUMN) Then we move to the next column (i+1) in the same row for both TEMP\_MATRIX and DATA\_MATRIX. We will continue filling in that row until i is beyond its upper bound. This indicate we have extract all the entries from that row.

**Step 6- Return Extracted Row Array :**

Return the array contain the row extracted from DATA\_RNG.

MATRIX\_GET\_ROW\_FUNC = TEMP\_MATRIX

**Step 7- End Function:**

End the function.

End Function

End Function

**Returns**

Array of variant type, contain the entries from the row that extracted from DATA\_RNG.

**VBA Code with Annotation**

Function MATRIX\_GET\_ROW\_FUNC(ByRef DATA\_RNG As Variant, \_

ByVal AROW As Long, \_

ByVal BASE\_ROW As Long)

'AROW is the row number that will be extracted.

'BASE\_ROW is the base number for new array contain the extracted row, TEMP\_MATRIX.

Dim i As Long

Dim SCOLUMN As Long

Dim NCOLUMNS As Long

Dim TEMP\_MATRIX As Variant 'Returned array

Dim DATA\_MATRIX As Variant 'Array preserve data

On Error GoTo ERROR\_LABEL 'Step 1- Error Handler. If there is an error, tell Excel not to report the error

'and look for the line label. Excel will go to the ERROR\_LABEL below and return error number.

DATA\_MATRIX = DATA\_RNG 'Step 2 - Preserve Entries From Original Array

SCOLUMN = LBound(DATA\_MATRIX, 2) 'Step 3 - Define Array Second Dimension Size

NCOLUMNS = UBound(DATA\_MATRIX, 2)

'Step 4 - ReDim Extracted Row Array

ReDim TEMP\_MATRIX(BASE\_ROW To BASE\_ROW, SCOLUMN To NCOLUMNS) 'Extract one row.

'Step 5 - For...Next Statement . Input Entries into the Row Array

For i = SCOLUMN To NCOLUMNS

TEMP\_MATRIX(BASE\_ROW, i) = DATA\_MATRIX(AROW, i) ' Input data

Next i 'Move to next column

MATRIX\_GET\_ROW\_FUNC = TEMP\_MATRIX 'Step 6- Return Extracted Row Array

Exit Function 'Step 7- End Function

ERROR\_LABEL: 'When an error is raised, return Error Number.

MATRIX\_GET\_ROW\_FUNC = Err.Number

End Function

**2. MATRIX\_GET\_COLUMN\_FUNC**

This function can extract one column from an array. The function contains For...Next statement to extract entries.

**Parameters**

**DATA\_RNG** : Array that we want to extract the column from. Set of data in array.

**ACOLUMN**: The column number of the extract column in the original array.

**BASE\_COLUMN**: The base number set for the after extraction column array, TEMP\_MATRIX.

**Variable**

**i**: Counter variable for rows in DATA\_MATRIX.

**SROW**: Returns the lowest available subscript for the first dimension of array.

**NROWS:** Return of the highest value subscript for array's first dimension can contain.

**DATA\_MATRIX** : Copy of DATA\_RNG use to preserve the entries from the original array.

**TEMP\_MATRIX** : The array being returned by the main function which contains the extracted column from original array.

**Process**

**Step 1- Set Up the Error Handler:**

When an error is raised, execution transfer to the line label, ERROR\_LABEL:. Then MATRIX\_GET\_COLUMN\_FUNC will return the error number.

On Error GoTo ERROR\_LABEL

...

ERROR\_LABEL:

MATRIX\_GET\_COLUMN\_FUNC = Err.Number

**Step 2 - Preserve Entries From Original Array:**

First, we create a DATA\_MATRIX variable. Then, we copy over all the values from the DATA\_RNG into DATA\_MATRIX. DATA\_MATRIX is used to preserve the entries from the original array .

Dim DATA\_MATRIX As Variant

DATA\_MATRIX = DATA\_RNG

**Step 3 - Define Array First Dimension Size:**

SROW and NROWS are declared as a variable of Long type. SROW and NROWS are set to equal to the lowest and highest possible subscript of DATA\_MATRIX's first dimension, respectively .

Dim SROW As Long

Dim NROWS As Long

SROW = LBound(DATA\_MATRIX, 1)

NROWS = UBound(DATA\_MATRIX, 1)

**Step 4 - ReDim Extracted Column Array :**

TEMP\_MATRIX is declared as variant and is the return array of this function. Since we are only extracting one column , the first dimension will remain the same as the original array. TEMP\_MATRIX's second dimension's lower and upper bound are equal to BASE\_ROW and the size of TEMP\_MATRIX's second dimension will be 1.

Dim TEMP\_MATRIX \_MATRIX As Variant

ReDim TEMP\_MATRIX(SROW To NROWS, BASE\_COLUMN To BASE\_COLUMN)

**Step 5 - For...Next Statement . Input Entries into the Column Array :**

i is declared as counter variable of Long type. i will be used to located position in the first dimension for both TEMP\_MATRIX and DATA\_MATRIX. SROW and NROWS are the limits for i.

Dim i As Long

For i = SROW To NROWS

TEMP\_MATRIX(i, BASE\_COLUMN) = DATA\_MATRIX(i, ACOLUMN)

Next i

The first entry we will input is copied from in DATA\_MATRIX(SROW, ACOLUMN). We will enter it in TEMP\_MATRIX(SROW, BASE\_ROW) Then we move to the next row (i+1) in the same column for both TEMP\_MATRIX and DATA\_MATRIX. We will continue filling in that column until i is beyond its upper bound. This indicate we have extract all the entries from that column.

**Step 6- Return Extracted Column Array :**

Return the array contain the column extracted from DATA\_RNG.

MATRIX\_GET\_COLUMN\_FUNC = TEMP\_MATRIX

**Step 7- End Function:**

End the function.

End Function

End Function

**Returns**

Array of variant type, contain the entries from the column that extracted from DATA\_RNG.

**VBA Code with Annotation**

Function MATRIX\_GET\_COLUMN\_FUNC(ByRef DATA\_RNG As Variant, \_

ByVal ACOLUMN As Long, \_

ByVal BASE\_COLUMN As Long)

'ACOLUMN is the column number that will be extracted.

'BASE\_COLUMN is the base number for new array contain the extracted column, TEMP\_MATRIX.

Dim i As Long

Dim SROW As Long

Dim NROWS As Long

Dim TEMP\_MATRIX As Variant 'Returned array

Dim DATA\_MATRIX As Variant 'Array preserve data

On Error GoTo ERROR\_LABEL 'Step 1- Error Handler. If there is an error, tell Excel not to report the error

'and look for the line label. Excel will go to the ERROR\_LABEL below and return error number.

DATA\_MATRIX = DATA\_RNG 'Step 2 - Preserve Entries From Original Array

'Step 3 - Define Array First Dimension Size

SROW = LBound(DATA\_MATRIX, 1)

NROWS = UBound(DATA\_MATRIX, 1)

'Step 4 - ReDim Extracted Column Array

ReDim TEMP\_MATRIX(SROW To NROWS, BASE\_COLUMN To BASE\_COLUMN) 'Extract one column.

'Step 5 - For...Next Statement . Input Entries into the Column Array

For i = SROW To NROWS

TEMP\_MATRIX(i, BASE\_COLUMN) = DATA\_MATRIX(i, ACOLUMN) 'Input data

Next i

MATRIX\_GET\_COLUMN\_FUNC = TEMP\_MATRIX 'Step 6- Return Extracted Column Array

Exit Function 'Step 7- End Function

ERROR\_LABEL: 'When an error is raised, return Error Number.

MATRIX\_GET\_COLUMN\_FUNC = Err.Number

End Function

**3. MATRIX\_GET\_SUB\_MATRIX\_FUNC**

This function can extract a sub section array from an array. The function contains For...Next statement to extract entries.

**VBA Application and Function Reference**

**Optional Parameters:** You can specify that a procedure parameter is optional and no argument has to be supplied for it when the procedure is called (Also seen in Lesson 3)

**If...Then structure**: Conditionally executes a group of statements, depending on the value of an expression. (Also seen in Lesson 2)

**Parameters**

**DATA\_RNG** : Array that we want to extract the column from. Set of data in array.

**SROW**: The row number where the extraction array begin in DATA\_MATRIX. If you do not assign a value ,it is equal to -1 by default.

**NROWS**: The row number of the last extraction row in DATA\_MATRIX. If you do not assign a value ,it is equal to -1 by default.

**SCOLUMN**: The column number where the extraction array begin in DATA\_MATRIX. If you do not assign a value ,it is equal to -1 by default.

**NCOLUMN:** The column number where the extraction array end in DATA\_MATRIX. If you do not assign a value ,it is equal to -1 by default.

.

**Variable**

**i**: Counter variable for rows in DATA\_MATRIX.

**j:** Counter variable for columns in DATA\_MATRIX.

**ii:** Counter variable for rows in new array, TEMP\_MATRIX.

**jj:** Counter variable for columns in new array, TEMP\_MATRIX.

**DATA\_MATRIX** : Copy of DATA\_RNG use to preserve the entries from the original array.

**TEMP\_MATRIX** : The array being returned by the main function which is the extracted sub matrix from original array.

**Process**

**Step 1- Set Up the Error Handler:**

When an error is raised, execution transfer to the line label, ERROR\_LABEL:. Then MATRIX\_GET\_SUB\_MATRIX\_FUNC will return the error number.

On Error GoTo ERROR\_LABEL

...

ERROR\_LABEL:

MATRIX\_GET\_SUB\_MATRIX\_FUNC = TEMP\_MATRIX

**Step 2 - Preserve Entries From Original Array :**

First, we create a DATA\_MATRIX variable. Then, we copy over all the values from the DATA\_RNG into DATA\_MATRIX. DATA\_MATRIX is used to preserve the entries from the original array .

Dim DATA\_MATRIX As Variant

DATA\_MATRIX = DATA\_RNG

**Step 3 - If Then Structure. Check IF Extraction Range is Given:**

SROW, SCOLUMN , NROWS and NCOLUMNS are set to equal to -1 if the value of these parameters are not given. -1 is just a label to signal VBA if certain condition has been met.

If SROW = -1 Then: SROW = LBound(DATA\_MATRIX, 1)

If NROWS = -1 Then: NROWS = UBound(DATA\_MATRIX, 1)

If SCOLUMN = -1 Then: SCOLUMN = LBound(DATA\_MATRIX, 2)

If NCOLUMNS = -1 Then: NCOLUMNS = UBound(DATA\_MATRIX, 2)

It is more user friendly to assume the user want to keep as many entries as possible, instead of not extracting the values. When the user did not input the starting dimension point of the extraction, VBA will assume the user would like to extract the entries from the lower bound of that dimension. When the user did not input the ending dimension point of the extraction, VBA will assume the user would like to extract entries up to upper bound of that dimension. Therefore, MATRIX\_GET\_SUB\_MATRIX\_FUNC will return the original array if the user did not input any of those four parameters.

**Step 4 - ReDim Sub Matrix Array :**

Dim TEMP\_MATRIX As Variant

ReDim TEMP\_MATRIX(1 To NROWS - SROW + 1, 1 To NCOLUMNS - SCOLUMN + 1)

TEMP\_MATRIX is declared as variant and is the return array of this function. Although we are extracting a sub matrix from the original array, the return of MATRIX\_GET\_SUB\_MATRIX\_FUNC will be one-based array. the lower bound of the first and second dimension will be set at 1. The upper bound of TEMP\_MATRIX's first dimension is NROW-SROW+1 and NCOLUMNS-SCOLUMN+1 for the second dimension. You can visualize this in the example provided at the beginning up Lesson 7 description.

**Step 5 - For...Next Statement . Input Entries into the Sub Matrix Array :**

i and j are counter variable for DATA\_MATRIX , are used to located position in the first and second dimension, respectively. ii and jj are counter variable for TEMP\_MATRIX , are used to located position in the first and second dimension, respectively. SROW and NROWS are the lower and upper limits for i. SCOLUMN and NCOLUMNS are the limits for i. ii and jj starts at 1 because TEMP\_MATRIX is a one-based array.

Dim i As Long

Dim j As Long

Dim ii As Long

Dim jj As Long

ii = 1: jj = 1

For j = SCOLUMN To NCOLUMNS

ii = 1

For i = SROW To NROWS

TEMP\_MATRIX(ii, jj) = DATA\_MATRIX(i, j)

ii = ii + 1

Next i

jj = jj + 1

Next j

The first entry we will input is copied from DATA\_MATRIX(SROW, NCOLUMNS). We will enter it in TEMP\_MATRIX(1, 1). Then we stay in the same column and move to the next row for both TEMP\_MATRIX (ii+1) and DATA\_MATRIX (i+1). We will continue filling in that column until i is beyond its upper bound. This indicate we have extract all the entries from that column. At this point, we will move to the next column in both TEMP\_MATRIX (jj+1) and DATA\_MATRIX (j+1). ii and i will restart from the lower bound. We start to fill in the second column just like how we did for the first one. This will keep looping until j eventually reach its maximum value which means we have complete extract the sub matrix from DATA\_MATRIX.

The colon ":" is the VBA statement separator character. It is use to put the statement on the same line as the Case keyword.

**Step 6- Return Extracted Sub Matrix Array :**

Return the array contain the sub matrix extracted from DATA\_RNG.

MATRIX\_GET\_SUB\_MATRIX\_FUNC = TEMP\_MATRIX

**Step 7- End Function:**

End the function.

End Function

End Function

**Returns**

Array of variant type, contain the entries from the sub matrix that extracted from DATA\_RNG.

**VBA Code with Annotation**

Function MATRIX\_GET\_SUB\_MATRIX\_FUNC(ByRef DATA\_RNG As Variant, \_

Optional ByVal SROW As Long = -1, \_

Optional ByVal NROWS As Long = -1, \_

Optional ByVal SCOLUMN As Long = -1, \_

Optional ByVal NCOLUMNS As Long = -1)

'The row and column numbers outline the dimension of the extracted sub matrix

'If no value being provided, then the parameter will equal to -1 by default.

Dim i As Long

Dim j As Long

Dim ii As Long

Dim jj As Long

Dim TEMP\_MATRIX As Variant

Dim DATA\_MATRIX As Variant

On Error GoTo ERROR\_LABEL 'Step 1- Error Handler. If there is an error, tell Excel not to report the error

'and look for the line label. Excel will go to the ERROR\_LABEL below and return error number.

DATA\_MATRIX = DATA\_RNG 'Step 2 - Preserve Entries From Original Array

'Step 3 - If Then Structure. Check IF Extraction Range is Given.

If SROW = -1 Then: SROW = LBound(DATA\_MATRIX, 1)

If NROWS = -1 Then: NROWS = UBound(DATA\_MATRIX, 1)

If SCOLUMN = -1 Then: SCOLUMN = LBound(DATA\_MATRIX, 2)

If NCOLUMNS = -1 Then: NCOLUMNS = UBound(DATA\_MATRIX, 2)

'-1 a label to signal VBA if certain condition has been met. User friendly to extract entries as many entries 'as possible. Min from the lower bound and max to the upper bound.

'Step 4 - ReDim Sub Matrix Array

ReDim TEMP\_MATRIX(1 To NROWS - SROW + 1, 1 To NCOLUMNS - SCOLUMN + 1) 'Sub matrix size

'Step 5 - Set Counter Variable Starting Point for Sub Matrix Array

ii = 1: jj = 1 'Start ii and jj at TEMP\_MATRIX lower bound

' ":" is the VBA statement separator character. It is use to put the statement with the Case keyword.

For j = SCOLUMN To NCOLUMNS ' Set range for j

ii = 1 'Start ii at TEMP\_MATRIX lower bound

For i = SROW To NROWS ' Set range for i

TEMP\_MATRIX(ii, jj) = DATA\_MATRIX(i, j) 'Input data

ii = ii + 1 ' Move to next row

Next i ' Move to next row

jj = jj + 1 ' Move to next column

Next j ' Move to next column

MATRIX\_GET\_SUB\_MATRIX\_FUNC = TEMP\_MATRIX 'Step 6- Return Extracted Sub Matrix Array

Exit Function 'Step 7- End Function

ERROR\_LABEL: 'When an error is raised, return Error Number.

MATRIX\_GET\_SUB\_MATRIX\_FUNC = Err.Number

End Function

**Lesson8\_Array\_Match**

This lesson contain two functions to compare entries in arrays: 1. ARRAY\_MATCH\_DATA\_FUNC and 2. ARRAY\_REMOVE\_DUPLICATES\_FUNC

ARRAY\_MATCH\_DATA\_FUNC compare two arrays and identify entries that appear in both array. extract row from array. ARRAY\_REMOVE\_DUPLICATES\_FUNC remove duplicates in an array.

**VBA Application and Function Reference**

**Collections :** In general terms, a collection is an object used for grouping and managing related objects. For example, every Form has a collection of controls. A collection can be zero-based or one-based, depending on what its starting index is. The former means that the index of the first item in the collection is 0, and the latter means that it is 1. Instances of the Visual Basic Collection class allow you to access an item using either a numeric index or a String key. You can add items to Visual Basic Collection objects either with or without specifying a key. If you add an item without a key, you must use its numeric index to access it.

**New Operator**: Introduces a New clause to create a new object instance, specifies a constructor constraint on a type parameter, or identifies a Sub procedure as a class constructor. In a declaration or assignment statement, a New clause must specify a defined class from which the instance can be created. This means that the class must expose one or more constructors that the calling code can access.

When the statement runs, it calls the appropriate constructor of the specified class, passing any arguments you have supplied. The following example demonstrates this by creating instances of a Customer class that has two constructors, one that takes no parameters and one that takes a string parameter.

**CSTR Function**: Expression is the value to convert to a string.

CStr(expression)

**Add Method:** Adds a member to a Collection object. Object and item are required. An object expression that evaluates to an object in the Applies To List. Item is an expression of any type that specifies the member to add to the collection. key, before and after are optional. Key is a unique string expression that specifies a key string that can be used, instead of a positional index, to access a member of the collection. Before and after are the expressions that specifies a relative position in the collection. An error also occurs if a specified key duplicates the key for an existing member of the collection.

*object***.Add *item*,** ***key*,** ***before*,** ***after***

**ReDim Preserve Statement**: ReDim reallocates storage space for an array variable. Preserve is a modifier used to preserve the data in the existing array when you change the size of only the last dimension. Name is the name of the array variable. Boundlist is the list of bounds of each dimension of the redefined array.

ReDim [ Preserve ] name(boundlist) [ ,  name(boundlist) [, ... ] ]

**1. ARRAY\_MATCH\_DATA\_FUNC**

This function use two custom classes that allow you to store and look up multiple data items quickly. It can identify entries that appear in both classes. For simplicity, we call all the entries that present in both arrays "matching entry". It will return these entries' index number in second class. We can use index number to get the matching entries value.
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**Parameters**

**ADATA\_RNG** : First one-dimensional array to store and look up data.

**BDATA\_RNG** : Second one-dimensional array to store and look up data.

**Variable**

**i**: Counter variable for the array size of ADATA\_ARR and BDATA\_ARR.

**j**: Counter variable for the number of matching entries .

**k:** Counter variable for the location of entries.

**DATA\_OBJ**: It is declare as a collection to store BDATA\_ARR.

**TEMP\_VAL**: Use to check if ADATA\_ARR has the same entry as BDATA\_ARR.

**TEMP\_ARR:** Array stores matching entries' index number in BDATA\_ARR. This is the array being returned by the main function

**Process**

**Step 1- Set Up the Error Handler:**

When an error is raised, execution transfer to the line label, ERROR\_LABEL:. Then ARRAY\_MATCH\_DATA\_FUNC will return the error number.

On Error GoTo ERROR\_LABEL

...

ERROR\_LABEL:

ARRAY\_MATCH\_DATA\_FUNC = Err.Number

**Step 2 - Create Collection for BDATA:**

First, we create a collection called DATA\_OBJ . k is the counter variable where the array sequence is located in the array. i is the counter variable for BDATA\_ARR. Therefore, i has the same limit between BDATA\_ARR's lower and upper bound. In an array, we can use i to look up the array entry location. In a collection, we use the key to lookup the collection member. Remember we use ADATA\_ARR as the reference array, and check if BDATA\_ARR have any value present in ADATA\_ARR. In a collection, each member will have its specific key. In collection DATA\_OBJ, k is the collection member . The entry in BDATA\_ARR positioned correspond to k will be the key for that k. Remember collection member and key have to be string type. We use Cstr function convert the value to a string.

Dim DATA\_OBJ As New Collection

Dim k As Long

Dim i As Long

k = 1

For i = LBound(BDATA\_ARR) To UBound(BDATA\_ARR)

DATA\_OBJ.Add CStr(k), CStr(BDATA\_ARR(i))

k = k + 1

Next i

We start counting k at 1 and i at the lower bound of BDATA\_ARR. If BDATA\_ARR is a one-based array, the first i will also equal to 1. The first member add to collection DATA\_OBJ will be 1 and its key is the value of the first entry in BDATA\_ARR. Then we will increase k by 1 and move the next i. This will keep looping until all the entries in BDATA\_ARR has been add into the collection.

**Step 3- Set Up the Error Trapping:**

When an error is raised, VBA ignores it and resumes execution with the next statement. This error handler apply to the steps below.

On Error Resume Next

**Step 4.0 - Search BDATA\_ARR has Same Entries in ADATA\_ARR:**

In this step, VBA will go through all the entries in array ADATA\_ARR and check if BDATA\_ARR has the same entries.

Dim TEMP\_VAL As Variant

ReDim TEMP\_ARR(1 To 1)

j = 0: k = 1

For i = LBound(ADATA\_ARR) To UBound(ADATA\_ARR)

TEMP\_VAL = DATA\_OBJ(CStr(ADATA\_ARR(k)))

...

k = k + 1

Next i

Temp\_ARR is declared as an array that can holds one element. It is the array that will hold all matching entries' position number in BDATA.

j is counter variable that help us to size the TEMP\_ARR. j starts at 0 and k starts at 1. i is the counter variable for ADATA\_ARR, so it has the same lower and upper bound as ADATA\_ARR.

ADATA\_ARR(k) will return the entry located at k position in ADATA\_ARR. We use CStr to cover it to a sting. We can access an item using its string key. CStr(ADATA\_ARR(k) will be the string key. If the key exist in collection DATA\_OBJ, then TEMP\_Val returns the item associate with that key, matching entry's position number in BDATA\_ARR. If it is not a key, there will be an error . Since we already set On Error Resume Next, VBA will continue to the next statement. This will keep looping until i reach its max. This means VBA has checked all the entries in ADATA\_ARR.

On There will be two situations depends whether or not the collection has that key. We will explain them in detail below.

**Step 4.1 - BDATA\_ARR has the Same Entry as ADATA\_ARR :**

Err=0 means ADATA\_ARR(k) is a key in DATA\_OBJ. Therefore, we find an entry that present both in ADATA\_ARR and BDATA\_ARR. Since we find a new match, we need to adjust the size of TEMP\_ARR accordingly. When we increase the size of TEMP\_ARR, we do not want to lose the matching data entry information we already found. We use ReDim Preserve to preserve the data in the existing array since we are only change the size of the only dimension. j is the counter variable for the number of matching array we find. It is also used to define the size of TEMP\_ARR. We will add the matching entry into TEMP\_ARR at the j position.

If Err = 0 Then

j = j + 1

ReDim Preserve TEMP\_ARR(1 To j )

TEMP\_ARR(j) = TEMP\_VAL

**Step 4.1 - Non-Matching Entry:**

An error will raised if the key we are testing is not in the collection. Error number will not equal to 0. Since we did not find a match, we will reset the error number and look for the next key.

Else

Err = 0

End If

**Step 5 - Return Matching Entries Array:**

Return the array contain all matching entries' index number in BDATA\_ARR. We can use these index numbers to get the matching entries' value.

ARRAY\_MATCH\_DATA\_FUNC = TEMP\_ARR

**Step 7- End Function:**

End the function.

Exit Function

End Function

**Returns**

Array of variant type, contain all entries present in both ADATA\_ARR and BDATA\_ARR

**VBA Code with Annotation**

Function ARRAY\_MATCH\_DATA\_FUNC(ByRef ADATA\_ARR As Variant, \_

ByRef BDATA\_ARR As Variant)

Dim i As Long

Dim j As Long

Dim k As Long

Dim DATA\_OBJ As New Collection '"As New" : way to declare collection. "Collection": name of the object.

'Collections are very useful, but you can only store one item, and you can't store 'types'.

Dim TEMP\_VAL As Variant

Dim TEMP\_ARR() As Variant

On Error GoTo ERROR\_LABEL 'Step 1- Error Handler. If there is an error, tell Excel not to report the error

'and look for the line label. Excel will go to the ERROR\_LABEL below and return error number.

'Step 2 - Create Collection for BDATA

k = 1 'k is the location of the data in BDATA\_ARR

For i = LBound(BDATA\_ARR) To UBound(BDATA\_ARR)

DATA\_OBJ.Add CStr(k), CStr(BDATA\_ARR(i)) 'Creating collection

'CStr coverts value to string. In collection, both item and its key are strings.

'First item is the collection member, its value is the location of the array sequence in BDATA\_ARR.

'Second item the item's key, its value is the array entry.

'Array: Array(location number) gives you the array sequence.

'Collection: Collection (key) Use sting key to find the item

k = k + 1

Next i

On Error Resume Next 'Step 3- Set Up the Error Trapping. When an error is raised, VBA ignores it and resumes execution with the next statement.

'Step 4.0 - Search BDATA\_ARR has Same Entries in ADATA\_ARR

ReDim TEMP\_ARR(1 To 1)

j = 0: k = 1 'the syntax ':' allows two lines of code to be placed onto one line

For i = LBound(ADATA\_ARR) To UBound(ADATA\_ARR)

'Next line looks up the item from ADATA\_ARR in the collection.

'If a entry in ADATA\_ARR exist in BDATA\_ARR, then TEMP\_VAL returns the value of that item.

'This value is the location of that entry in BDATA\_ARR. Error=0

'If an error raise then we did not find a match.

TEMP\_VAL = DATA\_OBJ(CStr(ADATA\_ARR(k)))

'Step 4.1 - BDATA\_ARR has the Same Entry as ADATA\_ARR

If Err = 0 Then 'No error, we have a match.

'If ADATA\_ARR(k) exist as a key in the collection, then this string also exist in BDATA\_ARR.

'There will be no error, and TEMP\_VAL return the array sequence/index in BDATA\_ARR

**VBA Code with Annotation Continue**

j = j + 1

ReDim Preserve TEMP\_ARR(1 To j)

'Every time we find a match. We increase j by 1, resize TEMP\_ARR to j to accommodate the new match.

'ReDim Preserve allows you to keep the data in an array after adjusting its size.

TEMP\_ARR(j) = TEMP\_VAL 'Adding new match to the return array

'TEMP\_VAL is the collection member, not the key of the collection DATA\_OBJ

'Therefore, this function is returning the location of the matching entry in BDATA\_ARR

'Step 4.1 - Non-Matching Entry

Else 'No match, reset error

Err = 0

End If

k = k + 1

Next i

'Step 5 - Return Matching Entries Array

ARRAY\_MATCH\_DATA\_FUNC = TEMP\_ARR

'------------------------------------------------------------------------------

Exit Function 'Step 7- End Function

ERROR\_LABEL:

ARRAY\_MATCH\_DATA\_FUNC = Err.Number ''When an error is raised, return Error Number.

End Function

**2. ARRAY\_REMOVE\_DUPLICATES\_FUNC**

This function ultimately removes duplicate rows from a vector. It will input all the array sequence into a collection. It leverage the unique property of collection to identify and remove the duplicate entry. In order to compare array sequences, it is essential to standardize their format. This function will modify and remove the spacing in the entries.
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**VBA Application and Function Reference**

**Optional Parameters:** You can specify that a procedure parameter is optional and no argument has to be supplied for it when the procedure is called (Also seen in Lesson 3)

**IsArray Function**: Returns a Boolean value indicating whether a variable is an array. IsArray returns True if the variable is an array. otherwise, it returns False

IsArray(varname)

**Collection.Count Property:** Returns an integer containing the number of elements in a collection.

**Trim Function:** Returns a string that contains a copy of string without leading or trailing spaces. There is also LTrim ( without leading spaces) and RTrim ( without trailing spaces).

**CLng Function:** Coverts a value to a long integer.

CLng(expression)

**InStr Function**: Returns the position of the first occurrence of a substring in a string. Start is optional. It is the starting position for the search. If not providing, the search will start at position 1 by default. Compare is also optional. It is the type of comparison to perform. There are 4 values and each of them represent a VBA Constant:

InStr([start], string, substring, [Compare])

|  |  |  |
| --- | --- | --- |
| **VBA Constant** | **Value** | **Explanation** |
| vbUseCompareOption | -1 | Uses option compare |
| vbBinaryCompare | 0 | Binary comparison |
| vbTextCompare | 1 | Textual comparison |
| vbDatabaseCompare | 2 | Comparison based on your database |

**Replace Function**: Replaces a sequence of characters in a string with another set of characters. String is the string we will researching the replacing substring. Find is the substring we will be replaced. Replacement is the sting use to replace find sting. Similar to InStr Function, Replace Function also has Start and Compare. Start is optional. It is the starting position in string1 for the search. If not providing, the search will start at position 1 by default. Compare is also optional. It is the type of comparison to perform and its four values are listed above. Count is also optional and it is use to limit the number of replacement. When count if not given, VBA will replace all find string it can found.

Replace (string1, find, replacement, [start,[count,[compare]]])

**REMOVE\_EXTRA\_SPACES\_FUNC**: This function remove single space in a string, TEMP\_STR. It use InStr Function to locate double space inside the TEMP\_STR. 0 at the end of the InStr Function indicate VBA should perform a binary comparison when comparison functions are called. i is the location of double space in the TEMP\_STR. In order to remove the extra spaces, we use replace function to replace double space with single space. i will equal 0 when VBA cannot find any double space and we will stop the replacement loop. At this point, we can return TEMP\_STR since we have removed all the double space.

**Function** **REMOVE\_EXTRA\_SPACES\_FUNC**(**ByVal** TEMP\_STR **As** **String**) *'DATA\_STR*

**Dim** i **As** **Long**

*'Dim TEMP\_STR As String*

**On** **Error** **GoTo** ERROR\_LABEL

*'TEMP\_STR = DATA\_STR*

i **=** InStr(1, TEMP\_STR, Space(2), 0)

**Do** Until i **=** 0

    TEMP\_STR **=** Replace(TEMP\_STR, Space(2), Space(1), 1, **-**1, 0)

    i **=** InStr(1, TEMP\_STR, Space(2), 0)

**Loop**

REMOVE\_EXTRA\_SPACES\_FUNC **=** TEMP\_STR

**Exit** **Function**

**ERROR\_LABEL**:

REMOVE\_EXTRA\_SPACES\_FUNC **=** Err.number

**End** **Function**

**Parameters**

**DATA\_VECTOR** : One or two-dimensional array we want to remove duplicates from.

**VERSION** : Signal whether or not to recognize single space. When VERSION=0,recognize single space. When VERSION=1, do not recognize single space.

**Variable**

**i**: Counter variable for array sequence location in DATA\_VECTOR and COLLECTION\_OBJ .

**j**: Counter variable for DATA\_VECTOR.

**NROWS:** Size of the DATA\_VECTOR and COLLECTION\_OBJ.

**TEMP\_STR:** Hold individual array sequence as a string.

**TEMP\_VECTOR**: Returned array contain standardize and non-duplicate array sequence.

**COLLECTION\_OBJ**: The collection we use to organize the array sequence.

**Process**

**Step 1- Set Up the Error Handler:**

ARRAY\_REMOVE\_DUPLICATES\_FUNC remove duplicates rows from a vecto. The function cannot proceed if DATA\_VECTOR is not an array.

If IsArray(DATA\_VECTOR) = False Then: GoTo ERROR\_LABEL

...

ERROR\_LABEL:

ARRAY\_REMOVE\_DUPLICATES\_FUNC = Err.Number

IsArray returns True for arrays. IsArray(DATA\_VECTOR) = False, meaning DATA\_VECTOR is not a vector. When this happen, execution transfer to the line label, ERROR\_LABEL:. Then ARRAY\_MATCH\_DATA\_FUNC will return the error number.

**Step 2- Set Up the Error Trapping:**

When an error is raised, VBA ignores it and resumes execution with the next statement. This error handler apply to the steps below.

On Error Resume Next

**Step 3 -Setup Upper Bound limit :**

NROWS is declared as a variable of Long type. NSIZE is set to equal to the size of DATA\_VECTOR's first dimension.

Dim NROWS As Long

NROWS = UBound(DATA\_VECTOR)

**Step 4.0.0- Separate Treatment for 2D and non-2D Array :**

We have separate the following code in two parts depend on if DATA\_VECTOR is a two-dimensional array. IS\_2D\_ARRAY\_FUNC will return True if DATA\_VECTOR is a two-dimensional array, otherwise False. ( Detail of IS\_2D\_ARRAY\_FUNC can be find in lesson 1) We

If IS\_2D\_ARRAY\_FUNC(DATA\_VECTOR) Then

...

Else

...

End If

**Step 4.1.0 - Remove Duplicates for 2D Array :**

If IS\_2D\_ARRAY\_FUNC(DATA\_MATRIX) = True then the following lines are executed. i is the counter variable where an array sequence is located in DATA\_MATRIX and COLLECTION\_OBJ. i has a range from 1 to NROWS. First, TEMP\_STR is declared as a variable of String type.

Dim i As Long

Dim TEMP\_STR As String

Dim COLLECTION\_OBJ As New Collection

If IS\_2D\_ARRAY\_FUNC(DATA\_VECTOR) Then

For i = 1 To NROWS

TEMP\_STR = DATA\_VECTOR(i, 1)

...

Call COLLECTION\_OBJ.Add(CStr(i), TEMP\_STR)

DATA\_VECTOR(i, 1) = TEMP\_STR

If Err.Number <> 0 Then: Err.Number = 0

Next i

TEMP\_STR will hold the array sequence at first column and i row in DATA\_VECTOR.

The same array data may appear differently because they may have different spacing in the sequence. It is essential for us to standardize all the array sequence. It will make the process to remove duplicates easier. We will standardize all the array sequence in this section. The If...then...else statement separates standardization into two condition. VBA will execute different codes depends on the value of VERSION. VERSION controls whether or not VBA will recognize single space. We will explain these two situation in the next two steps.

COLLECTION\_OBJ is declared as a collection. We will add all the standardized array sequences into the collection. In a collection, each member will have its specific key. In COLLECTION\_OBJ, i (index number) is the collection member . TEMP\_STR, the entry in DATA\_VECTOR positioned correspond to that i will be the key. Remember collection member and key have to be string type. We use Cstr function convert i to a string. Since TEMP\_STR is already a string, we do not need to apply CStr function. We will also return the standardized array sequences into its corresponding position in DATA\_VECTOR.

In a collection, each collection member will have its own key. An error will raise if two or more collection member have the same key. In this case, it indicate we have found a duplicate. When errors raise (ERR.Number<>0), VBA simply reset the error number to 0 and continue to the next line. The duplicate will not be added to COLLECTION\_OBJ. It will keep the duplicate in DATA\_VECTOR. Next i simply means we will apply this procedure to each array sequence one by one.

**Step 4.1.0.1 - Array Standardization Recognize Single Space:**

When VERSION=0 indicate we want VBA to recognize single space. First, REMOVE\_EXTRA\_SPACES\_FUNC to replace all the double spaces in the TEMP\_STR with single space. Then, Trim removes spaces from both ends of the newly modified TEMP\_STR. Finally, we replace the original TEMP\_STR with the modified TEMP\_STR.

If VERSION = 0 Then

TEMP\_STR = Trim(REMOVE\_EXTRA\_SPACES\_FUNC(TEMP\_STR))

**Step 4.1.0.2 -Standardization Not Recognize Single Space:**

VERSION is not 0 indicate we do not want VBA to recognize single space. First, REMOVE\_EXTRA\_SPACES\_FUNC to replace all the double spaces in the TEMP\_STR with single space. Then, Replace function replace all the single space into no space. Next, Trim removes spaces from both ends of the newly modified TEMP\_STR. Finally, we replace the original TEMP\_STR with the modified TEMP\_STR.

Else

TEMP\_STR = Trim(Replace(REMOVE\_EXTRA\_SPACES\_FUNC(TEMP\_STR), " ", ""))

End If

**Step 4.1.1 -Adjust Upper Bound:**

COLLECTION\_OBJ.Count returns the number of elements in the collection. Since we have removed the duplicate array sequence, we need to adjust NROWS.

NROWS = COLLECTION\_OBJ.Count

**Step 4.1.2 - ReDim TEMP\_VECTOR :**

TEMP\_VECTOR is the array return of ARRAY\_REMOVE\_DUPLICATES\_FUNC. We need to adjust TEMP\_VECTOR according to the size of after-remove-duplicates COLLECTION\_OBJ.

Dim j As Long

Dim TEMP\_VECTOR As VariantReDim TEMP\_VECTOR(1 To NROWS, 1 To 1)

For i = 1 To NROWS

j = CLng(COLLECTION\_OBJ.Item(i))

TEMP\_VECTOR(i, 1) = DATA\_VECTOR(j, 1)

Next i

TEMP\_VECTOR is resized to 1 to NROWS and 1 to 1 for the first and second dimension, respectively. i is the counter variable for location of the collection after remove the duplicates. Value of i for a certain array sequence may be different from the array sequence's index number in the original array. j is declared as the counter variable represent the location of the array sequence in the original array. COLLECTION\_OBJ.Item(i) returns the collection item member i, which is the string of the value the original array index number. We will return array sequence from DATA\_VECTOR into TEMP\_VECTOR. It will continue looping until we have input all the none duplicate standardized array sequence into TEMP\_VECTOR.

**Step 4.2.0 - Remove Duplicates for 1D Array :**

When IS\_2D\_ARRAY\_FUNC(DATA\_MATRIX) = False, the following lines are executed. Since DATA\_VECTOR is a one-dimensional array, we will obtain array sequence from its own dimension. We do not need to worry about transposing the array.

For i = 1 To NROWS

TEMP\_STR = DATA\_VECTOR(i)

....

Call COLLECTION\_OBJ.Add(CStr(i), TEMP\_STR)

DATA\_VECTOR(i) = TEMP\_STR

If Err.Number <> 0 Then: Err.Number = 0

Next i

The rest of the procedure will be similar to Step 4.1.0.

i is the counter variable where an array sequence is located in DATA\_VECOTR and then COLLECTION\_OBJ. i has a range from 1 to NROWS. First, TEMP\_STR is declared as a variable of String type. TEMP\_STR will hold the array sequence at i in DATA\_VECTOR.

The same array data may appear differently because they may have different spacing in the sequence. It is essential for us to standardize all the array sequence. It will make the process to remove duplicates easier. We will standardize all the array sequence in this section. The If...then...else statement separates standardization into two condition. VBA will execute different codes depends on the value of VERSION. VERSION controls whether or not VBA will recognize single space. We will explain these two situation in the next two steps.

COLLECTION\_OBJ is declared as a collection. We will add all the standardized array sequences into the collection. In a collection, each member will have its specific key. In COLLECTION\_OBJ, i (index number) is the collection member . TEMP\_STR, the entry in DATA\_VECTOR positioned correspond to that i will be the key. Remember collection member and key have to be string type. We use Cstr function convert i to a string. Since TEMP\_STR is already a string, we do not need to apply CStr function. We will also return the standardized array sequences into its corresponding position in DATA\_VECTOR.

In a collection, each collection member will have its own key. An error will raise if two or more collection member have the same key. In this case, it indicate we have found a duplicate. When errors raise (ERR.Number<>0), VBA simply reset the error number to 0 and continue to the next line. The duplicate will not be added to COLLECTION\_OBJ. It will keep the duplicate in DATA\_VECTOR. Next i simply means we will apply this procedure to each array sequence one by one.

**Step 4.2.0.1 - Array Standardization Recognize Single Space:**

This step is the same as Step 4.1.0.1. When VERSION=0 indicate we want VBA to recognize single space. First, REMOVE\_EXTRA\_SPACES\_FUNC to replace all the double spaces in the TEMP\_STR with single space. Then, Trim removes spaces from both ends of the newly modified TEMP\_STR. Finally, we replace the original TEMP\_STR with the modified TEMP\_STR.

If VERSION = 0 Then

TEMP\_STR = Trim(REMOVE\_EXTRA\_SPACES\_FUNC(TEMP\_STR))

**Step 4.2.0.2 -Standardization Not Recognize Single Space:**

**This step is the same as Step 4.1.0.2.**

VERSION is not 0 indicate we do not want VBA to recognize single space. First, REMOVE\_EXTRA\_SPACES\_FUNC to replace all the double spaces in the TEMP\_STR with single space. Then, Replace function replace all the single space into no space. Next, Trim removes spaces from both ends of the newly modified TEMP\_STR. Finally, we replace the original TEMP\_STR with the modified TEMP\_STR.

Else

TEMP\_STR = Trim(Replace(REMOVE\_EXTRA\_SPACES\_FUNC(TEMP\_STR), " ", ""))

End If

**Step 4.2.1-Adjust Upper Bound:**

This step is the same as Step 4.1.1. COLLECTION\_OBJ.Count returns the number of elements in the collection. Since we have removed the duplicate array sequence, we need to adjust NROWS.

NROWS = COLLECTION\_OBJ.Count

**Step 4.2.2 - ReDim TEMP\_VECTOR :**

This step is similar as Step 4.1.2. TEMP\_VECTOR is the array return of ARRAY\_REMOVE\_DUPLICATES\_FUNC. We need to adjust TEMP\_VECTOR according to the size of after-remove-duplicates COLLECTION\_OBJ.

ReDim TEMP\_VECTOR(1 To NROWS)

For i = 1 To NROWS

j = CLng(COLLECTION\_OBJ.Item(i))

TEMP\_VECTOR(i) = DATA\_VECTOR(j)

Next i

TEMP\_VECTOR is resized to 1 to NROWS. i is the counter variable for location of the collection after remove the duplicates. Value of i for a certain array sequence may be different from the array sequence's index number in the original array. j is declared as the counter variable represent the location of the array sequence in the original array. COLLECTION\_OBJ.Item(i) returns the collection item member i, which is the string of the value the original array index number. We will return array sequence from DATA\_VECTOR into TEMP\_VECTOR. It will continue looping until we have input all the none duplicate standardized array sequence into TEMP\_VECTOR.

**Step 5 - Return Matching Entries Array:**

Return the array contain the standardize and none duplicated array sequence of the original array.

ARRAY\_REMOVE\_DUPLICATES\_FUNC = TEMP\_VECTOR

**Step 6- End Function:**

End the function.

Exit Function

End Function

**Returns**

Array of variant type, contain all the standardize non-duplicated array sequence from DATA\_VECTOR.

**VBA Code with Annotation**

Function ARRAY\_REMOVE\_DUPLICATES\_FUNC(ByRef DATA\_VECTOR As Variant, \_

Optional ByVal VERSION As Integer = 0)

'VERSION 0 --> Recognize single space. VERSION 1 --> Do not recognize single space

Dim i As Long 'Counter for COLLECTION\_OBJ

Dim j As Long 'None duplicated array location of in DATA\_VECTOR

Dim NROWS As Long

Dim TEMP\_STR As String

'If you want to use this function inside excel instead of calling the main routine

'you must change the input DATA\_VECTOR for DATA\_RNG and declare DATA\_VECTOR again

'inside the function. This is a trick to save memory, so we don't have two arrays declared.

Dim TEMP\_VECTOR As Variant

Dim COLLECTION\_OBJ As New Collection '"As New" : declare collection. "Collection": name of the object.

'Collection: Collection (key) Use string key to find the item.

If IsArray(DATA\_VECTOR) = False Then: GoTo ERROR\_LABEL 'Step 1- Set Up the Error Handler

'If DATA\_VECTOR is not a array, then return an error because there are no duplicate, in fact,

'there is only a single value

On Error Resume Next 'Step 2- Set Up the Error Trapping. When an error is raised, VBA ignores it and 'resumes execution with the next statement.

NROWS = UBound(DATA\_VECTOR) 'Step 3 -Setup Upper Bound limit

'Step 4.0.0- Separate Treatment for 2D and non-2D Array

If IS\_2D\_ARRAY\_FUNC(DATA\_VECTOR) Then 'Step 4.1.0 - Remove Duplicates for 2D Array

For i = 1 To NROWS

TEMP\_STR = DATA\_VECTOR(i, 1) 'Covert array sequence as a string

If VERSION = 0 Then 'Step 4.1.0.1 - Array Standardization Recognize Single Space:

TEMP\_STR = Trim(REMOVE\_EXTRA\_SPACES\_FUNC(TEMP\_STR)) 'Remove double spaces and ending

Else 'Step 4.1.0.2 -Standardization Not Recognize Single Space

TEMP\_STR = Trim(Replace(REMOVE\_EXTRA\_SPACES\_FUNC(TEMP\_STR), " ", "")) 'Remove all spaces and ending

End If

Call COLLECTION\_OBJ.Add(CStr(i), TEMP\_STR) 'Creating collection

'CStr coverts value to string. In collection, both item and its key are strings.

'First item is the collection member, its value is the location of the array sequence in COLLECTION\_OBJ.

'Second item the item's key, its value is the array entry.

DATA\_VECTOR(i, 1) = TEMP\_STR

If Err.Number <> 0 Then: Err.Number = 0 'Found Duplicate

Next i

**VBA Code with Annotation Continue**

NROWS = COLLECTION\_OBJ.Count 'Step 4.1.1 -Adjust Upper Bound

'Step 4.1.2 - ReDim TEMP\_VECTOR

ReDim TEMP\_VECTOR(1 To NROWS, 1 To 1)

For i = 1 To NROWS

j = CLng(COLLECTION\_OBJ.Item(i)) 'CLng convert string to Long

TEMP\_VECTOR(i, 1) = DATA\_VECTOR(j, 1) 'Input non-duplicate standardize array sequence into return array.

Next i

Else 'Step 4.2.0 - Remove Duplicates for 1D Array

For i = 1 To NROWS

TEMP\_STR = DATA\_VECTOR(i)

If VERSION = 0 Then 'Step 4.2.0.1 - Array Standardization Recognize Single Space

TEMP\_STR = Trim(REMOVE\_EXTRA\_SPACES\_FUNC(TEMP\_STR))

Else 'Step 4.2.0.2 -Standardization Not Recognize Single Space

TEMP\_STR = Trim(Replace(REMOVE\_EXTRA\_SPACES\_FUNC(TEMP\_STR), " ", ""))

End If

Call COLLECTION\_OBJ.Add(CStr(i), TEMP\_STR)

DATA\_VECTOR(i) = TEMP\_STR

If Err.Number <> 0 Then: Err.Number = 0 'Found Duplicate

Next i

'Step 4.2.1-Adjust Upper Bound

NROWS = COLLECTION\_OBJ.Count

'Step 4.2.2 - ReDim TEMP\_VECTOR

ReDim TEMP\_VECTOR(1 To NROWS)

For i = 1 To NROWS

j = CLng(COLLECTION\_OBJ.Item(i))

TEMP\_VECTOR(i) = DATA\_VECTOR(j)

Next i

End If

'Step 5 - Return Matching Entries Array

ARRAY\_REMOVE\_DUPLICATES\_FUNC = TEMP\_VECTOR

'Step 6- End Function

Exit Function

ERROR\_LABEL: 'When an error is raised, return Error Number.

ARRAY\_REMOVE\_DUPLICATES\_FUNC = Err.Number

End Function